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# **АВТОМАТИЗИРОВАННОЕ РАБОЧЕЕ МЕСТО ОФИЦИАНТА**

Идея:

Работа официанта требует много внимания для каждого посетителя. В свою очередь каждому посетителю хочется знать когда его заказ готов и каков итоговый чек. Наш проект объединил решения этих проблем.

ПО:

Для выполнение творческой работы выбран Windows Forms, видео снято с помощью стандартной функции записи экрана windows.

Классы:

1. OrderTrackingForm - форма где происходит взаимодействие клиента с интерфейсом программы.
2. MenuForm – форма которая демонстрирует меню
3. DishSelectionForm – форма демонстрирующая список доступных блюд и позволяет выбрать одно из них.
4. Base – для реализации базы данных
5. ClassName – вспомогательно для базы данных
6. ManageForm – форма для работы с программой со стороны персонала.

UML:
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**Программный код**

**Main.cpp**

#include "OrderTrackingForm.h"

using namespace Project1;

int main()

{

Application::EnableVisualStyles();

Application::SetCompatibleTextRenderingDefault(false);

OrderTrackingForm^ form = gcnew OrderTrackingForm();

Application::Run(form);

return 0;

}

**ClassNames.cpp**

#pragma once

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

using namespace System::Data::SqlClient;

ref class ClassNames

{

public:

ClassNames();

String^ numbertable;

property String^ NumberTable

{

String^ get()

{

return numbertable;

}

void set(String^ value)

{

numbertable = value;

}

}

String^ numberorder;

property String^ NumberOrder

{

String^ get()

{

return numberorder;

}

void set(String^ value)

{

numberorder = value;

}

}

String^ namefood;

property String^ NameFood

{

String^ get()

{

return namefood;

}

void set(String^ value)

{

namefood = value;

}

}

String^ status;

property String^ Status

{

String^ get()

{

return status;

}

void set(String^ value)

{

status = value;

}

}

};

**Base.h**

#pragma once

#include "ClassNames.h"

#include <iostream>

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

using namespace System::Data::SqlClient;

using namespace System::Collections::Generic;

ref class Base

{

public:

Base();

SqlConnection^ conn;

SqlConnectionStringBuilder^ connStringBuilder;

void ConnectToDB()

{

connStringBuilder = gcnew SqlConnectionStringBuilder();

connStringBuilder->DataSource = "DESKTOP-QDGFT6I\\SQLEXPRESS";

connStringBuilder->InitialCatalog = "OrderTrackingDB";

connStringBuilder->IntegratedSecurity = true;

conn = gcnew SqlConnection(connStringBuilder->ConnectionString);

}

public:

void InsertData(String^ Table, String^ Number, String^ Name, String^ Status)

{

try

{

ConnectToDB();

String^ cmdText = "INSERT INTO dbo.Orders([Номер столика], [Номер заказа], [Название блюда], [Готовность]) VALUES(@TableVstavka, @NumberVstavka, @NameVstavka, @StatusVstavka)";

SqlCommand^ cmd = gcnew SqlCommand(cmdText, conn);

cmd->Parameters->AddWithValue("@TableVstavka", Table);

cmd->Parameters->AddWithValue("@NumberVstavka", Number);

cmd->Parameters->AddWithValue("@NameVstavka", Name);

cmd->Parameters->AddWithValue("@StatusVstavka", Status);

conn->Open();

cmd->ExecuteNonQuery();

}

catch (Exception^ ex)

{

// Обработка исключения, например, вывод ошибки

Console::WriteLine("Ошибка при выполнении запроса: " + ex->Message);

}

finally

{

conn->Close();

}

}

public:

void Update(String^ Number, String^ newStatus)

{

try

{

ConnectToDB();

String^ cmdText = "UPDATE dbo.Orders SET Готовность = @Readiness WHERE [Номер заказа] = @OrderNumber";

SqlCommand^ cmd = gcnew SqlCommand(cmdText, conn);

cmd->Parameters->AddWithValue("@Readiness", newStatus);

cmd->Parameters->AddWithValue("@OrderNumber", Number);

conn->Open();

cmd->ExecuteNonQuery();

}

catch (Exception^ ex)

{

// Обработка исключения, например, вывод ошибки

Console::WriteLine("Ошибка при выполнении запроса: " + ex->Message);

}

finally

{

conn->Close();

}

}

public:

void DeleteData(String^ Number)

{

try

{

ConnectToDB();

String^ cmdText = "DELETE FROM dbo.Orders WHERE [Номер заказа] = @NumberToDelete";

SqlCommand^ cmd = gcnew SqlCommand(cmdText, conn);

cmd->Parameters->AddWithValue("@NumberToDelete", Number);

conn->Open();

cmd->ExecuteNonQuery();

}

catch (Exception^ ex)

{

// Обработка исключения, например, вывод ошибки

Console::WriteLine("Ошибка при выполнении запроса: " + ex->Message);

}

finally

{

conn->Close();

}

}

public:

List<ClassNames^>^ Base::FillTable()

{

List<ClassNames^>^ namesList = gcnew List<ClassNames^>();

try

{

ConnectToDB();

String^ cmdText = "SELECT \* FROM dbo.Orders";

SqlCommand^ cmd = gcnew SqlCommand(cmdText, conn);

conn->Open();

SqlDataReader^ reader = cmd->ExecuteReader();

while (reader->Read())

{

ClassNames^ n = gcnew ClassNames();

n->numbertable = reader["Номер столика"]->ToString();

n->numberorder = reader["Номер заказа"]->ToString();

n->namefood = reader["Название блюда"]->ToString();

n->status = reader["Готовность"]->ToString();

namesList->Add(n);

}

return namesList;

}

finally

{

if (conn != nullptr)

{

conn->Close();

}

}

}

};

**DishSelectionForm.h**

#pragma once

#include <vector>

#include <string>

namespace Project1 {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

using namespace std;

public ref class DishSelectionForm : public System::Windows::Forms::Form

{

public:

property String^ SelectedDish {

String^ get() {

return comboBox1->SelectedItem != nullptr ? comboBox1->SelectedItem->ToString() : "";

}

}

DishSelectionForm(System::Collections::Generic::List<String^>^ dishes) {

InitializeComponent();

for each (String ^ dish in dishes) {

comboBox1->Items->Add(dish);

}

comboBox1->SelectedIndex = 0;

}

protected:

~DishSelectionForm() {

if (components) {

delete components;

}

}

private:

System::ComponentModel::Container^ components;

System::Windows::Forms::ComboBox^ comboBox1;

private: System::Windows::Forms::Button^ button1;

System::Windows::Forms::Button^ okButton;

void InitializeComponent(void) {

this->comboBox1 = (gcnew System::Windows::Forms::ComboBox());

this->okButton = (gcnew System::Windows::Forms::Button());

this->button1 = (gcnew System::Windows::Forms::Button());

this->SuspendLayout();

//

// comboBox1

//

this->comboBox1->FormattingEnabled = true;

this->comboBox1->Location = System::Drawing::Point(18, 18);

this->comboBox1->Margin = System::Windows::Forms::Padding(4, 5, 4, 5);

this->comboBox1->Name = L"comboBox1";

this->comboBox1->Size = System::Drawing::Size(280, 28);

this->comboBox1->TabIndex = 0;

//

// okButton

//

this->okButton->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(128)), static\_cast<System::Int32>(static\_cast<System::Byte>(255)),

static\_cast<System::Int32>(static\_cast<System::Byte>(128)));

this->okButton->Location = System::Drawing::Point(18, 60);

this->okButton->Margin = System::Windows::Forms::Padding(4, 5, 4, 5);

this->okButton->Name = L"okButton";

this->okButton->Size = System::Drawing::Size(112, 35);

this->okButton->TabIndex = 1;

this->okButton->Text = L"OK";

this->okButton->UseVisualStyleBackColor = false;

this->okButton->Click += gcnew System::EventHandler(this, &DishSelectionForm::okButton\_Click);

//

// button1

//

this->button1->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(255)), static\_cast<System::Int32>(static\_cast<System::Byte>(128)),

static\_cast<System::Int32>(static\_cast<System::Byte>(128)));

this->button1->Location = System::Drawing::Point(188, 60);

this->button1->Margin = System::Windows::Forms::Padding(4, 5, 4, 5);

this->button1->Name = L"button1";

this->button1->Size = System::Drawing::Size(112, 35);

this->button1->TabIndex = 2;

this->button1->Text = L"Отмена";

this->button1->UseVisualStyleBackColor = false;

this->button1->Click += gcnew System::EventHandler(this, &DishSelectionForm::button1\_Click);

//

// DishSelectionForm

//

this->AutoScaleDimensions = System::Drawing::SizeF(9, 20);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->ClientSize = System::Drawing::Size(318, 109);

this->ControlBox = false;

this->Controls->Add(this->button1);

this->Controls->Add(this->okButton);

this->Controls->Add(this->comboBox1);

this->Margin = System::Windows::Forms::Padding(4, 5, 4, 5);

this->Name = L"DishSelectionForm";

this->StartPosition = System::Windows::Forms::FormStartPosition::CenterScreen;

this->Text = L"Выбор блюда";

this->Load += gcnew System::EventHandler(this, &DishSelectionForm::DishSelectionForm\_Load);

this->ResumeLayout(false);

}

// Обработчик события для нажатия кнопки "OK"

void okButton\_Click(System::Object^ sender, System::EventArgs^ e) {

this->DialogResult = System::Windows::Forms::DialogResult::OK;

this->Close();

}

private: System::Void button1\_Click(System::Object^ sender, System::EventArgs^ e) {

this->Close();

}

private: System::Void DishSelectionForm\_Load(System::Object^ sender, System::EventArgs^ e) {

}

};

}

**MenuForm.h**

#pragma once

#include <vcclr.h>

#include <vector>

#include <string>

namespace Project1 {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

public ref class MenuForm : public System::Windows::Forms::Form

{

public:

MenuForm(void)

{

InitializeComponent();

//

//TODO: добавьте код конструктора

//

}

protected:

~MenuForm()

{

if (components)

{

delete components;

}

}

private: System::Windows::Forms::PictureBox^ pictureBox1;

protected:

private: System::Windows::Forms::PictureBox^ pictureBox2;

private: System::Windows::Forms::Button^ button1;

protected:

private: System::ComponentModel::Container^ components;

#pragma region Windows Form Designer generated code

void InitializeComponent(void)

{

System::ComponentModel::ComponentResourceManager^ resources = (gcnew System::ComponentModel::ComponentResourceManager(MenuForm::typeid));

this->pictureBox1 = (gcnew System::Windows::Forms::PictureBox());

this->pictureBox2 = (gcnew System::Windows::Forms::PictureBox());

this->button1 = (gcnew System::Windows::Forms::Button());

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->pictureBox1))->BeginInit();

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->pictureBox2))->BeginInit();

this->SuspendLayout();

//

// pictureBox1

//

this->pictureBox1->Image = (cli::safe\_cast<System::Drawing::Image^>(resources->GetObject(L"pictureBox1.Image")));

this->pictureBox1->Location = System::Drawing::Point(12, 12);

this->pictureBox1->Name = L"pictureBox1";

this->pictureBox1->Size = System::Drawing::Size(749, 1010);

this->pictureBox1->TabIndex = 0;

this->pictureBox1->TabStop = false;

//

// pictureBox2

//

this->pictureBox2->Image = (cli::safe\_cast<System::Drawing::Image^>(resources->GetObject(L"pictureBox2.Image")));

this->pictureBox2->Location = System::Drawing::Point(785, 12);

this->pictureBox2->Name = L"pictureBox2";

this->pictureBox2->Size = System::Drawing::Size(763, 1010);

this->pictureBox2->TabIndex = 1;

this->pictureBox2->TabStop = false;

//

// button1

//

this->button1->BackColor = System::Drawing::Color::Red;

this->button1->ForeColor = System::Drawing::SystemColors::ButtonHighlight;

this->button1->Location = System::Drawing::Point(23, 29);

this->button1->Name = L"button1";

this->button1->Size = System::Drawing::Size(103, 23);

this->button1->TabIndex = 2;

this->button1->Text = L"Закрыть меню";

this->button1->UseVisualStyleBackColor = false;

this->button1->Click += gcnew System::EventHandler(this, &MenuForm::button1\_Click);

//

// MenuForm

//

this->AutoScaleDimensions = System::Drawing::SizeF(6, 13);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->AutoScroll = true;

this->ClientSize = System::Drawing::Size(541, 938);

this->ControlBox = false;

this->Controls->Add(this->button1);

this->Controls->Add(this->pictureBox2);

this->Controls->Add(this->pictureBox1);

this->Name = L"MenuForm";

this->StartPosition = System::Windows::Forms::FormStartPosition::CenterScreen;

this->Text = L"MenuForm";

this->Load += gcnew System::EventHandler(this, &MenuForm::MenuForm\_Load);

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->pictureBox1))->EndInit();

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->pictureBox2))->EndInit();

this->ResumeLayout(false);

}

#pragma endregion

private: System::Void MenuForm\_Load(System::Object^ sender, System::EventArgs^ e) {

Size = System::Drawing::Size(540, 960);

}

private: System::Void label1\_Click(System::Object^ sender, System::EventArgs^ e) {

}

private: System::Void button1\_Click(System::Object^ sender, System::EventArgs^ e) {

this->Close();

}

};

}

**OrderTrackingForm.h**

#pragma once

#include <vcclr.h>

#include <vector>

#include <string>

#include "DishSelectionForm.h"

#include "MenuForm.h"

#include "Base.h"

namespace Project1 {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

/// <summary>

/// Сводка для OrderTrackingForm

/// </summary>

public ref class OrderTrackingForm : public System::Windows::Forms::Form

{

public:

OrderTrackingForm(void)

{

InitializeComponent();

//

//TODO: добавьте код конструктора

//

orders = gcnew System::Collections::Generic::List<String^>();

filteredOrdersStatus = gcnew System::Collections::Generic::List<String^>();

filteredOrders = gcnew System::Collections::Generic::List<String^>();

this->Load += gcnew System::EventHandler(this, &OrderTrackingForm::OrderTrackingForm\_Load);

availableDishes = gcnew System::Collections::Generic::List<String^>();

availableDishes->Add("Яйца невинности");

availableDishes->Add("Гамбо по Луизиански");

availableDishes->Add("Ширако");

availableDishes->Add("Сеульский Бибимбап");

availableDishes->Add("Дим-Самы");

availableDishes->Add("Напиток: Кола 0,5 л");

availableDishes->Add("Напиток: Чай 1 л");

availableDishes->Add("Напиток: Молочный коктель 0,3 л");

availableDishes->Add("Напиток: Глинтвейн 0,3 л");

availableDishes->Add("Напиток: Пиво 0,5 л");

}

protected:

/// <summary>

/// Освободить все используемые ресурсы.

/// </summary>

~OrderTrackingForm()

{

if (components)

{

delete components;

}

}

private: System::Windows::Forms::Button^ AddButton;

private: System::Windows::Forms::Button^ filterButton;

private: System::Windows::Forms::ComboBox^ statusComboBox;

private: System::Windows::Forms::DataGridView^ orderDataGridView;

protected:

private:

System::Collections::Generic::List<String^>^ orders;

System::Collections::Generic::List<String^>^ filteredOrdersStatus;

System::Collections::Generic::List<String^>^ filteredOrders;

private: System::Windows::Forms::Label^ label1;

private: System::Collections::Generic::List<String^>^ availableDishes;

private: System::Windows::Forms::Button^ MenuButton;

private: System::Windows::Forms::ComboBox^ comboBox1;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ dataGridViewTextBoxColumn1;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ dataGridViewTextBoxColumn2;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ Column1;

private: System::Windows::Forms::Label^ label2;

private: System::Windows::Forms::Button^ sendbutton;

private: System::Windows::Forms::Button^ updateButton;

private: System::Windows::Forms::DataGridView^ dataGridView1;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ NameCol;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ Cost;

private: System::Windows::Forms::Label^ label3;

private: System::Windows::Forms::Label^ label4;

private: System::Windows::Forms::Label^ label5;

private: System::Windows::Forms::PictureBox^ pictureBox1;

private:

/// <summary>

/// Обязательная переменная конструктора.

/// </summary>

System::ComponentModel::Container^ components;

#pragma region Windows Form Designer generated code

/// <summary>

/// Требуемый метод для поддержки конструктора — не изменяйте

/// содержимое этого метода с помощью редактора кода.

/// </summary>

void InitializeComponent(void)

{

System::ComponentModel::ComponentResourceManager^ resources = (gcnew System::ComponentModel::ComponentResourceManager(OrderTrackingForm::typeid));

this->AddButton = (gcnew System::Windows::Forms::Button());

this->filterButton = (gcnew System::Windows::Forms::Button());

this->statusComboBox = (gcnew System::Windows::Forms::ComboBox());

this->orderDataGridView = (gcnew System::Windows::Forms::DataGridView());

this->dataGridViewTextBoxColumn1 = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->dataGridViewTextBoxColumn2 = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->Column1 = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->label1 = (gcnew System::Windows::Forms::Label());

this->MenuButton = (gcnew System::Windows::Forms::Button());

this->comboBox1 = (gcnew System::Windows::Forms::ComboBox());

this->label2 = (gcnew System::Windows::Forms::Label());

this->sendbutton = (gcnew System::Windows::Forms::Button());

this->updateButton = (gcnew System::Windows::Forms::Button());

this->dataGridView1 = (gcnew System::Windows::Forms::DataGridView());

this->NameCol = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->Cost = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->label3 = (gcnew System::Windows::Forms::Label());

this->label4 = (gcnew System::Windows::Forms::Label());

this->label5 = (gcnew System::Windows::Forms::Label());

this->pictureBox1 = (gcnew System::Windows::Forms::PictureBox());

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->orderDataGridView))->BeginInit();

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->dataGridView1))->BeginInit();

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->pictureBox1))->BeginInit();

this->SuspendLayout();

//

// AddButton

//

this->AddButton->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(0)), static\_cast<System::Int32>(static\_cast<System::Byte>(192)),

static\_cast<System::Int32>(static\_cast<System::Byte>(0)));

this->AddButton->Location = System::Drawing::Point(338, 299);

this->AddButton->Name = L"AddButton";

this->AddButton->Size = System::Drawing::Size(141, 58);

this->AddButton->TabIndex = 0;

this->AddButton->Text = L"Добавить заказ";

this->AddButton->UseVisualStyleBackColor = false;

this->AddButton->Click += gcnew System::EventHandler(this, &OrderTrackingForm::AddButton\_Click);

//

// filterButton

//

this->filterButton->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(255)), static\_cast<System::Int32>(static\_cast<System::Byte>(192)),

static\_cast<System::Int32>(static\_cast<System::Byte>(192)));

this->filterButton->Location = System::Drawing::Point(260, 83);

this->filterButton->Name = L"filterButton";

this->filterButton->Size = System::Drawing::Size(75, 23);

this->filterButton->TabIndex = 1;

this->filterButton->Text = L"Фильтр";

this->filterButton->UseVisualStyleBackColor = false;

this->filterButton->Click += gcnew System::EventHandler(this, &OrderTrackingForm::filterButton\_Click);

//

// statusComboBox

//

this->statusComboBox->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(255)), static\_cast<System::Int32>(static\_cast<System::Byte>(192)),

static\_cast<System::Int32>(static\_cast<System::Byte>(192)));

this->statusComboBox->FormattingEnabled = true;

this->statusComboBox->Items->AddRange(gcnew cli::array< System::Object^ >(3) { L"New", L"In Progress", L"Completed" });

this->statusComboBox->Location = System::Drawing::Point(341, 85);

this->statusComboBox->Name = L"statusComboBox";

this->statusComboBox->Size = System::Drawing::Size(138, 21);

this->statusComboBox->TabIndex = 2;

this->statusComboBox->SelectedIndexChanged += gcnew System::EventHandler(this, &OrderTrackingForm::statusComboBox\_SelectedIndexChanged);

//

// orderDataGridView

//

this->orderDataGridView->BackgroundColor = System::Drawing::Color::IndianRed;

this->orderDataGridView->ColumnHeadersHeightSizeMode = System::Windows::Forms::DataGridViewColumnHeadersHeightSizeMode::AutoSize;

this->orderDataGridView->Columns->AddRange(gcnew cli::array< System::Windows::Forms::DataGridViewColumn^ >(3) {

this->dataGridViewTextBoxColumn1,

this->dataGridViewTextBoxColumn2, this->Column1

});

this->orderDataGridView->GridColor = System::Drawing::Color::DarkGoldenrod;

this->orderDataGridView->Location = System::Drawing::Point(46, 112);

this->orderDataGridView->Name = L"orderDataGridView";

this->orderDataGridView->RowHeadersWidth = 62;

this->orderDataGridView->Size = System::Drawing::Size(433, 181);

this->orderDataGridView->TabIndex = 3;

this->orderDataGridView->CellContentClick += gcnew System::Windows::Forms::DataGridViewCellEventHandler(this, &OrderTrackingForm::orderDataGridView\_CellContentClick);

//

// dataGridViewTextBoxColumn1

//

this->dataGridViewTextBoxColumn1->HeaderText = L"Номер заказа";

this->dataGridViewTextBoxColumn1->MinimumWidth = 8;

this->dataGridViewTextBoxColumn1->Name = L"dataGridViewTextBoxColumn1";

this->dataGridViewTextBoxColumn1->Width = 50;

//

// dataGridViewTextBoxColumn2

//

this->dataGridViewTextBoxColumn2->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->dataGridViewTextBoxColumn2->HeaderText = L"Выбранное блюдо";

this->dataGridViewTextBoxColumn2->MinimumWidth = 8;

this->dataGridViewTextBoxColumn2->Name = L"dataGridViewTextBoxColumn2";

//

// Column1

//

this->Column1->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->Column1->HeaderText = L"Статус";

this->Column1->MinimumWidth = 8;

this->Column1->Name = L"Column1";

this->Column1->Resizable = System::Windows::Forms::DataGridViewTriState::False;

//

// label1

//

this->label1->AutoSize = true;

this->label1->Location = System::Drawing::Point(43, 67);

this->label1->Name = L"label1";

this->label1->Size = System::Drawing::Size(119, 13);

this->label1->TabIndex = 5;

this->label1->Text = L"Выберите Ваш столик";

this->label1->Click += gcnew System::EventHandler(this, &OrderTrackingForm::label1\_Click);

//

// MenuButton

//

this->MenuButton->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(192)), static\_cast<System::Int32>(static\_cast<System::Byte>(192)),

static\_cast<System::Int32>(static\_cast<System::Byte>(255)));

this->MenuButton->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 11.25F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->MenuButton->Location = System::Drawing::Point(46, 299);

this->MenuButton->Name = L"MenuButton";

this->MenuButton->Size = System::Drawing::Size(98, 58);

this->MenuButton->TabIndex = 6;

this->MenuButton->Text = L"Меню";

this->MenuButton->UseVisualStyleBackColor = false;

this->MenuButton->Click += gcnew System::EventHandler(this, &OrderTrackingForm::MenuButton\_Click);

//

// comboBox1

//

this->comboBox1->FormattingEnabled = true;

this->comboBox1->Items->AddRange(gcnew cli::array< System::Object^ >(10) {

L"1", L"2", L"3", L"4", L"5", L"6", L"7", L"8",

L"9", L"10"

});

this->comboBox1->Location = System::Drawing::Point(46, 85);

this->comboBox1->Name = L"comboBox1";

this->comboBox1->Size = System::Drawing::Size(121, 21);

this->comboBox1->TabIndex = 7;

//

// label2

//

this->label2->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(255)), static\_cast<System::Int32>(static\_cast<System::Byte>(255)),

static\_cast<System::Int32>(static\_cast<System::Byte>(128)));

this->label2->Location = System::Drawing::Point(150, 308);

this->label2->Name = L"label2";

this->label2->Size = System::Drawing::Size(182, 40);

this->label2->TabIndex = 8;

this->label2->Text = L"Нажмите на название заказа чтобы удалить из списка";

//

// sendbutton

//

this->sendbutton->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(0)), static\_cast<System::Int32>(static\_cast<System::Byte>(192)),

static\_cast<System::Int32>(static\_cast<System::Byte>(0)));

this->sendbutton->Location = System::Drawing::Point(338, 363);

this->sendbutton->Name = L"sendbutton";

this->sendbutton->Size = System::Drawing::Size(141, 58);

this->sendbutton->TabIndex = 9;

this->sendbutton->Text = L"Отправить список повару";

this->sendbutton->UseVisualStyleBackColor = false;

this->sendbutton->Click += gcnew System::EventHandler(this, &OrderTrackingForm::sendbutton\_Click);

//

// updateButton

//

this->updateButton->BackColor = System::Drawing::Color::LightCoral;

this->updateButton->Location = System::Drawing::Point(485, 112);

this->updateButton->Name = L"updateButton";

this->updateButton->Size = System::Drawing::Size(33, 181);

this->updateButton->TabIndex = 10;

this->updateButton->Text = L"О\r\nБ\r\nН\r\nО\r\nВ\r\nИ\r\nТ\r\nЬ";

this->updateButton->UseVisualStyleBackColor = false;

this->updateButton->Click += gcnew System::EventHandler(this, &OrderTrackingForm::updateButton\_Click);

//

// dataGridView1

//

this->dataGridView1->BackgroundColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(192)),

static\_cast<System::Int32>(static\_cast<System::Byte>(255)), static\_cast<System::Int32>(static\_cast<System::Byte>(255)));

this->dataGridView1->ColumnHeadersHeightSizeMode = System::Windows::Forms::DataGridViewColumnHeadersHeightSizeMode::AutoSize;

this->dataGridView1->Columns->AddRange(gcnew cli::array< System::Windows::Forms::DataGridViewColumn^ >(2) {

this->NameCol,

this->Cost

});

this->dataGridView1->Location = System::Drawing::Point(46, 501);

this->dataGridView1->Name = L"dataGridView1";

this->dataGridView1->Size = System::Drawing::Size(276, 150);

this->dataGridView1->TabIndex = 11;

this->dataGridView1->CellContentClick += gcnew System::Windows::Forms::DataGridViewCellEventHandler(this, &OrderTrackingForm::dataGridView1\_CellContentClick);

//

// NameCol

//

this->NameCol->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->NameCol->HeaderText = L"Название блюда";

this->NameCol->Name = L"NameCol";

//

// Cost

//

this->Cost->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->Cost->HeaderText = L"Цена";

this->Cost->Name = L"Cost";

//

// label3

//

this->label3->AutoSize = true;

this->label3->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 12, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label3->Location = System::Drawing::Point(334, 501);

this->label3->Name = L"label3";

this->label3->Size = System::Drawing::Size(82, 20);

this->label3->TabIndex = 12;

this->label3->Text = L"К оплате:";

//

// label4

//

this->label4->AutoSize = true;

this->label4->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 12, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label4->Location = System::Drawing::Point(428, 501);

this->label4->Name = L"label4";

this->label4->Size = System::Drawing::Size(40, 20);

this->label4->TabIndex = 13;

this->label4->Text = L"0.00";

//

// label5

//

this->label5->AutoSize = true;

this->label5->Location = System::Drawing::Point(474, 506);

this->label5->Name = L"label5";

this->label5->Size = System::Drawing::Size(24, 13);

this->label5->TabIndex = 14;

this->label5->Text = L"руб";

//

// pictureBox1

//

this->pictureBox1->Image = (cli::safe\_cast<System::Drawing::Image^>(resources->GetObject(L"pictureBox1.Image")));

this->pictureBox1->Location = System::Drawing::Point(338, 524);

this->pictureBox1->Name = L"pictureBox1";

this->pictureBox1->Size = System::Drawing::Size(160, 127);

this->pictureBox1->SizeMode = System::Windows::Forms::PictureBoxSizeMode::Zoom;

this->pictureBox1->TabIndex = 15;

this->pictureBox1->TabStop = false;

//

// OrderTrackingForm

//

this->AutoScaleDimensions = System::Drawing::SizeF(6, 13);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(255)), static\_cast<System::Int32>(static\_cast<System::Byte>(255)),

static\_cast<System::Int32>(static\_cast<System::Byte>(128)));

this->ClientSize = System::Drawing::Size(524, 888);

this->Controls->Add(this->pictureBox1);

this->Controls->Add(this->label5);

this->Controls->Add(this->label4);

this->Controls->Add(this->label3);

this->Controls->Add(this->dataGridView1);

this->Controls->Add(this->updateButton);

this->Controls->Add(this->sendbutton);

this->Controls->Add(this->label2);

this->Controls->Add(this->comboBox1);

this->Controls->Add(this->MenuButton);

this->Controls->Add(this->label1);

this->Controls->Add(this->orderDataGridView);

this->Controls->Add(this->statusComboBox);

this->Controls->Add(this->filterButton);

this->Controls->Add(this->AddButton);

this->Icon = (cli::safe\_cast<System::Drawing::Icon^>(resources->GetObject(L"$this.Icon")));

this->Name = L"OrderTrackingForm";

this->StartPosition = System::Windows::Forms::FormStartPosition::CenterScreen;

this->Text = L"OrderTrackingForm";

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->orderDataGridView))->EndInit();

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->dataGridView1))->EndInit();

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->pictureBox1))->EndInit();

this->ResumeLayout(false);

this->PerformLayout();

}

#pragma endregion

private: System::Void OrderTrackingForm\_Load(System::Object^ sender, System::EventArgs^ e) {

Text = "Order Tracking";

Size = System::Drawing::Size(540, 960);

StartPosition = FormStartPosition::CenterScreen;

// Установка "New" по умолчанию в ComboBox

statusComboBox->SelectedIndex = 0;

}

private: System::Void AddButton\_Click(System::Object^ sender, System::EventArgs^ e) {

// Показываем форму выбора блюда

DishSelectionForm^ dishForm = gcnew DishSelectionForm(availableDishes);

if (dishForm->ShowDialog() == System::Windows::Forms::DialogResult::OK) {

// Получаем выбранное блюдо

String^ selectedDish = dishForm->SelectedDish;

// Если блюдо было выбрано, добавляем его в таблицу заказов

if (!String::IsNullOrEmpty(selectedDish)) {

// Добавляем строку с информацией о заказе

orderDataGridView->Rows->Add(orders->Count + 1, selectedDish, "New");

// Добавляем информацию о заказе в список

orders->Add(selectedDish);

}

}

}

private: System::Void filterButton\_Click(System::Object^ sender, System::EventArgs^ e) {

// Получаем выбранный статус из ComboBox

String^ selectedStatus = statusComboBox->SelectedItem->ToString();

// Проходим по каждой строке таблицы и делаем ее невидимой, если статус не соответствует выбранному

for (int i = 0; i < orderDataGridView->RowCount; i++) {

// Проверяем, не является ли текущая строка новой строкой

if (!orderDataGridView->Rows[i]->IsNewRow) {

String^ currentStatus = "";

if (orderDataGridView->Rows[i]->Cells[2]->Value != nullptr) {

currentStatus = safe\_cast<String^>(orderDataGridView->Rows[i]->Cells[2]->Value);

}

// Если статус не совпадает с выбранным, делаем строку невидимой

orderDataGridView->Rows[i]->Visible = (currentStatus == selectedStatus);

}

}

}

private: System::Void statusComboBox\_SelectedIndexChanged(System::Object^ sender, System::EventArgs^ e) {

}

private: System::Void orderDataGridView\_CellContentClick(System::Object^ sender, System::Windows::Forms::DataGridViewCellEventArgs^ e) {

// Проверяем, что клик был на кнопке "Отменить"

if (e->RowIndex >= 0) {

// Получаем номер заказа из ячейки

String^ orderNumber = orderDataGridView->Rows[e->RowIndex]->Cells[0]->Value->ToString();

// Показываем диалоговое окно с вопросом

System::Windows::Forms::DialogResult result = MessageBox::Show("Хотите ли вы отменить заказ №" + orderNumber + "?", "Отмена заказа", MessageBoxButtons::YesNo, MessageBoxIcon::Question);

// Если пользователь выбрал "Да"

if (result == System::Windows::Forms::DialogResult::Yes) {

Base b;

b.ConnectToDB();

b.DeleteData(orderDataGridView->Rows[e->RowIndex]->Cells[0]->Value->ToString());

// Удаляем заказ из списка

orders->RemoveAt(e->RowIndex);

// Удаляем строку из таблицы

orderDataGridView->Rows->RemoveAt(e->RowIndex);

}

}

}

private: System::Void textBox1\_TextChanged(System::Object^ sender, System::EventArgs^ e) {

}

private: System::Void label1\_Click(System::Object^ sender, System::EventArgs^ e) {

}

private: System::Void MenuButton\_Click(System::Object^ sender, System::EventArgs^ e) {

MenuForm^ menuForm = gcnew MenuForm();

menuForm->Show();

}

private: System::Void sendbutton\_Click(System::Object^ sender, System::EventArgs^ e) {

Base b;

Dictionary<String^, double> dishPrices;

dishPrices["Яйца невинности"] = 100.0;

dishPrices["Гамбо по Луизиански"] = 150.0;

dishPrices["Ширако"] = 120.0;

dishPrices["Сеульский Бибимбап"] = 180.0;

dishPrices["Дим-Самы"] = 90.0;

dishPrices["Напиток: Кола 0,5 л"] = 50.0;

dishPrices["Напиток: Чай 1 л"] = 30.0;

dishPrices["Напиток: Молочный коктель 0,3 л"] = 70.0;

dishPrices["Напиток: Глинтвейн 0,3 л"] = 80.0;

dishPrices["Напиток: Пиво 0,5 л"] = 60.0;

double totalCost;

// Перебор каждой строки в orderDataGridView

for (int i = 0; i < orderDataGridView->RowCount; i++) {

if (orderDataGridView->Rows[i]->Cells[1]->Value != nullptr) {

String^ dishName = orderDataGridView->Rows[i]->Cells[1]->Value->ToString();

double price = 0.0;

// Проверка, существует ли название блюда в словаре dishPrices

if (dishPrices.ContainsKey(dishName)) {

price = dishPrices[dishName];

}

// Добавление названия блюда и цены в dataGridView1

dataGridView1->Rows->Add(dishName, price);

// Добавление цены блюда к общей сумме

totalCost += price;

}

}

label4->Text = totalCost.ToString();

// Проходим по каждой строке таблицы заказов

for (int i = 0; i < orderDataGridView->RowCount; ) {

// Проверяем, что статус заказа в текущей строке равен "New"

if (orderDataGridView->Rows[i]->Cells[2]->Value != nullptr &&

orderDataGridView->Rows[i]->Cells[2]->Value->ToString() == "New") {

// Меняем статус заказа на "In Progress"

orderDataGridView->Rows[i]->Cells[2]->Value = "In Progress";

b.InsertData(comboBox1->Text,

orderDataGridView->Rows[i]->Cells[0]->Value->ToString(),

orderDataGridView->Rows[i]->Cells[1]->Value->ToString(),

orderDataGridView->Rows[i]->Cells[2]->Value->ToString());

i++;

}

else {

// Если статус не равен "New", переходим к следующей строке

i++;

}

}

}

private: System::Void updateButton\_Click(System::Object^ sender, System::EventArgs^ e) {

Base b;

List<ClassNames^>^ namesList = b.FillTable();

orderDataGridView->Rows->Clear();

for (int i = 0; i < namesList->Count; i++)

{

orderDataGridView->Rows->Add();

orderDataGridView->Rows[i]->Cells[0]->Value = namesList[i]->NumberOrder;

orderDataGridView->Rows[i]->Cells[1]->Value = namesList[i]->NameFood;

orderDataGridView->Rows[i]->Cells[2]->Value = namesList[i]->Status;

}

}

private: System::Void dataGridView1\_CellContentClick(System::Object^ sender, System::Windows::Forms::DataGridViewCellEventArgs^ e) {

}

};

}

**Manage.sln**

**main.cpp**

#include "ManageForm.h"

using namespace Manage;

int main()

{

Application::EnableVisualStyles();

Application::SetCompatibleTextRenderingDefault(false);

ManageForm^ form = gcnew ManageForm();

Application::Run(form);

return 0;

}

**Base.h**

#pragma once

#include "ClassNames.h"

#include <iostream>

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

using namespace System::Data::SqlClient;

using namespace System::Collections::Generic;

ref class Base

{

public:

Base();

SqlConnection^ conn;

SqlConnectionStringBuilder^ connStringBuilder;

void ConnectToDB()

{

connStringBuilder = gcnew SqlConnectionStringBuilder();

connStringBuilder->DataSource = "DESKTOP-QDGFT6I\\SQLEXPRESS";

connStringBuilder->InitialCatalog = "OrderTrackingDB";

connStringBuilder->IntegratedSecurity = true;

conn = gcnew SqlConnection(connStringBuilder->ConnectionString);

}

public:

List<ClassNames^>^ Base::FillTable()

{

List<ClassNames^>^ namesList = gcnew List<ClassNames^>();

try

{

ConnectToDB();

String^ cmdText = "SELECT \* FROM dbo.Orders";

SqlCommand^ cmd = gcnew SqlCommand(cmdText, conn);

conn->Open();

SqlDataReader^ reader = cmd->ExecuteReader();

while (reader->Read())

{

ClassNames^ n = gcnew ClassNames();

n->numbertable = reader["Номер столика"]->ToString();

n->numberorder = reader["Номер заказа"]->ToString();

n->namefood = reader["Название блюда"]->ToString();

String^ readiness = reader["Готовность"]->ToString();

if (readiness->Equals("Completed", StringComparison::InvariantCultureIgnoreCase)) {

n->status = true;

}

else {

n->status = false;

}

namesList->Add(n);

}

return namesList;

}

finally

{

if (conn != nullptr)

{

conn->Close();

}

}

}

public:

void UpdateStatusInDatabase(String^ numOrder, String^ newStatus)

{

try

{

ConnectToDB();

String^ cmdText = "UPDATE dbo.Orders SET Готовность = @Readiness WHERE [Номер заказа] = @numOrder";

SqlCommand^ cmd = gcnew SqlCommand(cmdText, conn);

cmd->Parameters->AddWithValue("@Readiness", newStatus);

cmd->Parameters->AddWithValue("@numOrder", numOrder);

conn->Open();

cmd->ExecuteNonQuery();

}

finally

{

if (conn != nullptr)

{

conn->Close();

}

}

}

};

**ClassNames.h**

#pragma once

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

using namespace System::Data::SqlClient;

ref class ClassNames

{

public:

ClassNames();

String^ numbertable;

property String^ NumberTable

{

String^ get()

{

return numbertable;

}

void set(String^ value)

{

numbertable = value;

}

}

String^ numberorder;

property String^ NumberOrder

{

String^ get()

{

return numberorder;

}

void set(String^ value)

{

numberorder = value;

}

}

String^ namefood;

property String^ NameFood

{

String^ get()

{

return namefood;

}

void set(String^ value)

{

namefood = value;

}

}

Boolean^ status;

property Boolean^ Status

{

Boolean^ get()

{

return status;

}

void set(Boolean^ value)

{

status = value;

}

}

};

**ManageForm.h**

#pragma once

#include "Base.h"

namespace Manage {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

/// <summary>

/// Сводка для ManageForm

/// </summary>

public ref class ManageForm : public System::Windows::Forms::Form

{

public:

ManageForm(void)

{

InitializeComponent();

//

//TODO: добавьте код конструктора

//

}

protected:

/// <summary>

/// Освободить все используемые ресурсы.

/// </summary>

~ManageForm()

{

if (components)

{

delete components;

}

}

private: System::Windows::Forms::DataGridView^ dataGridView1;

private: System::Windows::Forms::Button^ sendButton;

private: System::Windows::Forms::Button^ updateButton;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ tableNumber;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ OrderNumber;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ OrderName;

private: System::Windows::Forms::DataGridViewCheckBoxColumn^ OrderStatus;

protected:

private:

/// <summary>

/// Обязательная переменная конструктора.

/// </summary>

System::ComponentModel::Container ^components;

#pragma region Windows Form Designer generated code

/// <summary>

/// Требуемый метод для поддержки конструктора — не изменяйте

/// содержимое этого метода с помощью редактора кода.

/// </summary>

void InitializeComponent(void)

{

this->dataGridView1 = (gcnew System::Windows::Forms::DataGridView());

this->tableNumber = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->OrderNumber = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->OrderName = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->OrderStatus = (gcnew System::Windows::Forms::DataGridViewCheckBoxColumn());

this->sendButton = (gcnew System::Windows::Forms::Button());

this->updateButton = (gcnew System::Windows::Forms::Button());

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->dataGridView1))->BeginInit();

this->SuspendLayout();

//

// dataGridView1

//

this->dataGridView1->BackgroundColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(255)),

static\_cast<System::Int32>(static\_cast<System::Byte>(128)), static\_cast<System::Int32>(static\_cast<System::Byte>(128)));

this->dataGridView1->ColumnHeadersHeightSizeMode = System::Windows::Forms::DataGridViewColumnHeadersHeightSizeMode::AutoSize;

this->dataGridView1->Columns->AddRange(gcnew cli::array< System::Windows::Forms::DataGridViewColumn^ >(4) {

this->tableNumber,

this->OrderNumber, this->OrderName, this->OrderStatus

});

this->dataGridView1->Location = System::Drawing::Point(12, 12);

this->dataGridView1->Name = L"dataGridView1";

this->dataGridView1->RowHeadersWidth = 62;

this->dataGridView1->Size = System::Drawing::Size(459, 210);

this->dataGridView1->TabIndex = 0;

this->dataGridView1->CellContentClick += gcnew System::Windows::Forms::DataGridViewCellEventHandler(this, &ManageForm::dataGridView1\_CellContentClick);

//

// tableNumber

//

this->tableNumber->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->tableNumber->HeaderText = L"Номер столика";

this->tableNumber->MinimumWidth = 8;

this->tableNumber->Name = L"tableNumber";

//

// OrderNumber

//

this->OrderNumber->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->OrderNumber->HeaderText = L"Номер заказа";

this->OrderNumber->MinimumWidth = 8;

this->OrderNumber->Name = L"OrderNumber";

//

// OrderName

//

this->OrderName->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->OrderName->HeaderText = L"Название блюда";

this->OrderName->MinimumWidth = 8;

this->OrderName->Name = L"OrderName";

//

// OrderStatus

//

this->OrderStatus->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->OrderStatus->HeaderText = L"Готовность";

this->OrderStatus->MinimumWidth = 8;

this->OrderStatus->Name = L"OrderStatus";

//

// sendButton

//

this->sendButton->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(128)), static\_cast<System::Int32>(static\_cast<System::Byte>(255)),

static\_cast<System::Int32>(static\_cast<System::Byte>(128)));

this->sendButton->Location = System::Drawing::Point(489, 12);

this->sendButton->Name = L"sendButton";

this->sendButton->Size = System::Drawing::Size(124, 65);

this->sendButton->TabIndex = 1;

this->sendButton->Text = L"Отправить";

this->sendButton->UseVisualStyleBackColor = false;

this->sendButton->Click += gcnew System::EventHandler(this, &ManageForm::sendButton\_Click);

//

// updateButton

//

this->updateButton->Location = System::Drawing::Point(489, 94);

this->updateButton->Name = L"updateButton";

this->updateButton->Size = System::Drawing::Size(124, 56);

this->updateButton->TabIndex = 2;

this->updateButton->Text = L"Обновить";

this->updateButton->UseVisualStyleBackColor = true;

this->updateButton->Click += gcnew System::EventHandler(this, &ManageForm::updateButton\_Click);

//

// ManageForm

//

this->AutoScaleDimensions = System::Drawing::SizeF(6, 13);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->BackColor = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(255)), static\_cast<System::Int32>(static\_cast<System::Byte>(255)),

static\_cast<System::Int32>(static\_cast<System::Byte>(128)));

this->ClientSize = System::Drawing::Size(646, 429);

this->Controls->Add(this->updateButton);

this->Controls->Add(this->sendButton);

this->Controls->Add(this->dataGridView1);

this->Name = L"ManageForm";

this->Text = L"ManageForm";

this->Load += gcnew System::EventHandler(this, &ManageForm::ManageForm\_Load);

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->dataGridView1))->EndInit();

this->ResumeLayout(false);

}

#pragma endregion

private: System::Void ManageForm\_Load(System::Object^ sender, System::EventArgs^ e) {

}

private: System::Void dataGridView1\_CellContentClick(System::Object^ sender, System::Windows::Forms::DataGridViewCellEventArgs^ e) {

}

private: System::Void updateButton\_Click(System::Object^ sender, System::EventArgs^ e)

{

Base b;

List<ClassNames^>^ namesList = b.FillTable();

dataGridView1->Rows->Clear();

for (int i = 0; i < namesList->Count; i++)

{

dataGridView1->Rows->Add();

dataGridView1->Rows[i]->Cells[0]->Value = namesList[i]->NumberTable;

dataGridView1->Rows[i]->Cells[1]->Value = namesList[i]->NumberOrder;

dataGridView1->Rows[i]->Cells[2]->Value = namesList[i]->NameFood;

dataGridView1->Rows[i]->Cells[3]->Value = namesList[i]->Status;

}

}

private: System::Void sendButton\_Click(System::Object^ sender, System::EventArgs^ e)

{

Base b;

for (int i = 0; i < dataGridView1->RowCount; i++)

{

// Приводим значение к типу bool и проверяем, равно ли оно true

bool readiness;

if (Boolean::TryParse(dataGridView1->Rows[i]->Cells[3]->Value->ToString(), readiness) && readiness)

{

// Изменяем значение в базе данных

String^ numOrder = dataGridView1->Rows[i]->Cells[1]->Value->ToString(); // Получаем Номер заказа

String^ newStatus = "Completed";

b.UpdateStatusInDatabase(numOrder, newStatus);

}

}

}

};

}

# **АЛГОРИТМ РЕШЕНИЯ ЗАДАЧИ КОММИВОЕЖОРА**

Для данной лабораторной работы нужен был метод ветвей и границ.

**Алгоритм решения:**

1. Составление матрицы смежности;
2. Нахождение минимума по строкам;
3. Редукция строк;
4. Нахождение минимума по столбцам;
5. Редукция столбцов;
6. Нахождение оценок для нулевых элементов;
7. Редукция матрицы;
8. Выбор: Если мы еще не нашли все отрезки пути, которые позволяют вернуться Коммивояжеру в исходный город, то возвращаемся к шагу Если все отрезки пути найдены или оставшаяся часть очевидна – переходим к заключительному шагу – соединение путей. В реалиях данной задачи необходимо перейти к шагу 2.;
9. Построение маршрута;
10. Вычисление длины пути.

**Программный код**

#include <stdio.h>

#include <iostream>

#include <vector>

#include <sstream>

#include <Windows.h>

#include <GL\glew.h>

#include <GL\freeglut.h>

#include <iostream>

using namespace std;

int n;

int\*\* help;

int\* result;

int\*\*\* mat;

int R;

int WinW;

int WinH;

const int maxSize = 20;

int amountVerts = 0;

struct vertCoord//Структура установки координат

{

int x, y;

};

vertCoord vertC[20];

template<class T>

class Graph

{

vector<T> vetrexList;

vector<T> labelList;

int size;

bool\* visitedVerts = new bool[vetrexList.size()];

public:

vector<vector<int>> adjMatrix;

Graph();

Graph<T>(const int& ksize);

~Graph();

void DrawGraph();

void InsertEdge(const T& vertex1, const T& vertex2, int weight); //Шаблон графа, здесь написаны прототипы функций

inline void insertVertex(const T& vertex);

void removeVertex(const T& vertex);

inline int GetVertPos(const T& vertex);

inline bool isEmpty();

inline bool IsFull();

inline int GetAmountVerts();

int GetAmountEdges();

inline int GetWeight(const T& vertex1, const T& vertex2);

vector<T> GetNbrs(const T& vertex);

void PrintMatrix();

void removeEdge(const T& vertex1, const T& vertex2);

void editEdgeWeight(const T& vertex1, const T& vertex2, int newWeight);

};

Graph<int> graph(20);

template<class T>

vector<T> Graph<T> ::GetNbrs(const T& vetrex) {//Функция для получения вектора соседей

vector<T> nbrsList;

int pos = this->GetVertPos(vetrex);

if (pos != -1) {

for (int i = 0; i < this->vetrexList.size(); i++) {

if (this->adjMatrix[pos][i] != 0) {

nbrsList.push\_back(this->vetrexList[i]);

}

}

}

return nbrsList;

}

template<class T>

inline void Graph<T>::insertVertex(const T& vert) {//Функция, которая добавляет вершину

if (this->IsFull()) {

cout << "Невозможно добавить вершину." << endl;

return;

}

this->vetrexList.push\_back(vert);

}

template<class T>

void Graph<T>::removeEdge(const T& vertex1, const T& vertex2) {//Функция, которая удаляет ребро

int pos1 = GetVertPos(vertex1);

int pos2 = GetVertPos(vertex2);

if (pos1 == -1 || pos2 == -1) {

cout << "Одной из вершин нет в графе." << endl;

return;

}

if (adjMatrix[pos1][pos2] == 0) {

cout << "Ребра между вершинами " << vertex1 << " и " << vertex2 << " нет." << endl;

return;

}

adjMatrix[pos1][pos2] = 0;

adjMatrix[pos2][pos1] = 0;

cout << "Ребро между вершинами " << vertex1 << " и " << vertex2 << " удалено." << endl;

}

template<class T>

void Graph<T>::removeVertex(const T& vertex) {////Функция, которая удаляет вершину

int pos = GetVertPos(vertex);

if (pos == -1) {

cout << "Вершины " << vertex << " нет в графе." << endl;

return;

}

for (int i = 0; i < size; i++) {

if (adjMatrix[pos][i] != 0) removeEdge(vertex, vetrexList[i]);

if (adjMatrix[i][pos] != 0) removeEdge(vetrexList[i], vertex);

}

vetrexList.erase(vetrexList.begin() + pos);

// Удаляем столбец pos из каждой строки матрицы

for (int i = 0; i < size; i++) {

adjMatrix[i].erase(adjMatrix[i].begin() + pos);

}

// Удаляем строку pos из матрицы

adjMatrix.erase(adjMatrix.begin() + pos);

size--;

cout << "Вершина " << vertex << " удалена." << endl;

}

template<class T>

int Graph<T>::GetAmountEdges() {//Функция для получения количества ребер для неориентированного графа

int amount = 0;

if (!this->isEmpty()) {

for (int i = 0; i < this->vetrexList.size(); i++) {

for (int j = 0; j < this->vetrexList.size(); j++) {

if (this->adjMatrix[i][j] != 0) {

amount++;

}

}

}

}

return amount / 2;

}

template<class T>

inline int Graph<T>::GetWeight(const T& g1, const T& g2) {//Получение веса между вершинами

if (this->isEmpty()) {

return 0;

}

int g1\_p = this->GetVertPos(g1);

int g2\_p = this->GetVertPos(g2);

if (g1\_p == -1 || g2\_p == -1) {

cout << "Одного из выбранных узлов в графе не существует!";

return 0;

}

return this->adjMatrix[g1\_p][g2\_p];

}

template<class T>

inline int Graph<T>::GetAmountVerts() {//Получение количества вершин

return this->vetrexList.size();

}

template<class T>

inline bool Graph<T>::isEmpty() {//Проверка графа на то, что он пуст

return this->vetrexList.size() == 0;

}

template<class T>//Проверка графа на то, что он заполнен

inline bool Graph<T>::IsFull() {

return (vetrexList.size() == maxSize);

}

template <class T>

inline int Graph<T>::GetVertPos(const T& g) {//Получение индекса вершин

for (int i = 0; i < vetrexList.size(); i++) {

if (this->vetrexList[i] == g) {

return i;

}

}

return -1;

}

template<class T>

Graph<T>::Graph() {

size = maxSize;

labelList.resize(size, 1000000);

adjMatrix.resize(size, vector<int>(size, 0));

visitedVerts = new bool[size];

}

template<class T>

Graph<T>::Graph(const int& ksize) {

size = ksize;

labelList.resize(size, 1000000);

adjMatrix.resize(size, vector<int>(size, 0));

visitedVerts = new bool[size];

}

template<class T>

Graph<T>::~Graph() {//Дестркутор графа

}

template<class T>

void Graph<T>::InsertEdge(const T& vetrex1, const T& vetrex2, int weight) {//Вставка ребра для неориентированного графа

if (GetVertPos(vetrex1) != (-1) && this->GetVertPos(vetrex2) != (-1)) {

int vertPos1 = GetVertPos(vetrex1);

int vertPos2 = GetVertPos(vetrex2);

if (this->adjMatrix[vertPos1][vertPos2] != 0 && this->adjMatrix[vertPos2][vertPos1] != 0) {

cout << "Ребро между вершинами уже есть" << endl;

return;

}

else {

this->adjMatrix[vertPos1][vertPos2] = weight;

this->adjMatrix[vertPos2][vertPos1] = weight;

}

}

else {

cout << "Какой-либо вершины нет в графе" << endl;

return;

}

}

template<class T>

void Graph<T>::PrintMatrix() {//Печать матрицы смежности графа

if (!this->isEmpty()) {

cout << "Матрица смежности: " << endl;

cout << "- ";

for (int i = 0; i < vetrexList.size(); i++) {

cout << " " << vetrexList[i] << " ";

}

cout << endl;

for (int i = 0; i < this->vetrexList.size(); i++) {

cout << this->vetrexList[i] << " ";

for (int j = 0; j < this->vetrexList.size(); j++) {

cout << " " << this->adjMatrix[i][j] << " ";

}

cout << endl;

}

}

else {

cout << "Граф пуст" << endl;

}

}

template<class T>

void Graph<T>::editEdgeWeight(const T& vertex1, const T& vertex2, int newWeight) {//Функция, которая меняет вес ребра между вершинами

int pos1 = GetVertPos(vertex1);

int pos2 = GetVertPos(vertex2);

if (pos1 == -1 || pos2 == -1) {

cout << "Одной из вершин нет в графе." << endl;

return;

}

if (adjMatrix[pos1][pos2] == 0) {

cout << "Ребра между вершинами " << vertex1 << " и " << vertex2 << " нет." << endl;

return;

}

adjMatrix[pos1][pos2] = newWeight;

adjMatrix[pos2][pos1] = newWeight;

cout << "Вес ребра между вершинами " << vertex1 << " и " << vertex2 << " изменен на " << newWeight << "." << endl;

}

void answer(int\*\*\* mat, int n, int\*\* help, int\* path)//Эта функция реализует алгоритм решения задачи коммивояжера, используя Венгерский алгоритм.

{

for (int l = 0; l < n; l++)

{

for (int i = 0; i < n; i++)

{

int min = 1000000;

for (int j = 0; j < n; j++)

{

if (mat[i][j] && min > \*mat[i][j])

{

min = \*mat[i][j];

}

}

for (int j = 0; j < n; j++)

{

if (mat[i][j])

{

\*mat[i][j] -= min;

}

}

}

for (int j = 0; j < n; j++)

{

int min = 1000000;

for (int i = 0; i < n; i++)

{

if (mat[i][j] && min > \*mat[i][j])

{

min = \*mat[i][j];

}

}

for (int i = 0; i < n; i++)

{

if (mat[i][j])

{

\*mat[i][j] -= min;

}

}

}

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

help[i][j] = 0;

}

}

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

if (mat[i][j] && !\*mat[i][j])

{

int hmin = 1000000;

int vmin = 1000000;

for (int l = 0; l < n; l++)

{

if (l != i && mat[l][j] && hmin > \*mat[l][j])

{

hmin = \*mat[l][j];

}

}

for (int l = 0; l < n; l++)

{

if (l != j && mat[i][l] && hmin > \*mat[i][l])

{

vmin = \*mat[i][l];

}

}

help[i][j] = hmin + vmin;

}

}

}

int mcost = 0, mi = 0, mj = 0;

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

if (mat[i][j] && mcost < help[i][j])

{

mcost = help[i][j];

mi = i;

mj = j;

}

}

}

path[mi] = mj;

for (int i = 0; i < n; i++)

{

mat[i][mj] = nullptr;

}

for (int i = 0; i < n; i++)

{

mat[mi][i] = nullptr;

}

mat[mj][mi] = nullptr;

}

}

void preparation(int\*\*\*& mat, int& n, int\*\*& help, int\*& result)// Эта функция подготавливает данные для алгоритма TSP (коммивояжера)

{

n = amountVerts;// Присваиваем количество вершин из графа

// Выделяем память под вспомогательные матрицы help и result

help = new int\* [n];

result = new int[n];

// Выделяем память под трехмерную матрицу mat, которая будет хранить матрицу смежности графа

mat = new int\*\* [n];

// Инициализируем help

for (int i = 0; i <= n; i++)

{

help[i] = new int[n];

}

// Заполняем mat значениями из матрицы смежности графа

for (int i = 0; i <= n; i++)

{

mat[i] = new int\* [n];

for (int j = 0; j < n; j++)

{

if (graph.adjMatrix[i][j] == 0)

{

mat[i][j] = nullptr;

continue;

}

mat[i][j] = new int(graph.adjMatrix[i][j]);

}

}

}

void TSP(int\*\*\* mat, int n, int\*\* help, int\* result)// Эта функция является точкой входа для решения задачи коммивояжера (TSP).

{

preparation(mat, n, help, result);

int s = 0;

answer(mat, n, help, result);

cout << endl << "Отрезки путей: ";

for (int i = 0, j = 0; i < n; i++)

{

j = result[i];

cout << i + 1 << " -> " << j + 1 << '\t';

s += graph.adjMatrix[i][j];

}

cout << endl;

cout << endl << "Кратчайший путь: ";

int tmp = 0;

for (int l = 0; l < n;)

{

for (int i = 0, j = 0; i < n; i++)

{

if (tmp == 0 || i + 1 == tmp)

{

if (tmp == 0)

{

cout << i + 1;

}

j = result[i];

tmp = j + 1;

if (tmp > 0)

{

cout << " -> " << tmp;

}

l++;

}

}

}

cout << endl << "Минимальное расстояние: " << s;

cout << endl;

}

void setCoord(int i, int n)

{

int R\_;

int x0 = WinW / 2;

int y0 = WinH / 2;

if (WinW > WinH)

{

R = 5 \* (WinH / 13) / n;

R\_ = WinH / 2 - R - 10;

}

else {

R = 5 \* (WinW / 13) / n;

R\_ = WinW / 2 - R - 10;

}

float theta = 2.0f \* 3.1415926f \* float(i) / float(n);

float y1 = R\_ \* cos(theta) + y0;

float x1 = R\_ \* sin(theta) + x0;

vertC[i].x = x1;

vertC[i].y = y1;

}

void drawCircle(int x, int y, int R)//Функция, предназначенная для рисования круга

{

glColor3f(1.0, 0.0, 0.0);

float x1, y1;

glBegin(GL\_POLYGON);

for (int i = 0; i < 360; i++)

{

float theta = 2.0f \* 3.1415926f \* float(i) / float(360);

y1 = R \* cos(theta) + y;

x1 = R \* sin(theta) + x;;

glVertex2f(x1, y1);

}

glEnd();

glColor3f(0.0f, 0.0f, 0.0f);

float x2, y2;

glBegin(GL\_LINE\_LOOP);

for (int i = 0; i < 360; i++)

{

float theta = 2.0f \* 3.1415926f \* float(i) / float(360);

y2 = R \* cos(theta) + y;

x2 = R \* sin(theta) + x;

glVertex2f(x2, y2);

}

glEnd();

}

void drawText(int nom, int x1, int y1)//Отрисовка текста в вершине

{

GLvoid\* font = GLUT\_BITMAP\_TIMES\_ROMAN\_24;

string s = to\_string(nom);

glRasterPos2i(x1 - 5, y1 - 5);

for (int j = 0; j < s.length(); j++)

glutBitmapCharacter(font, s[j]);

}

void drawVertex(int n)//Отрисовка вершины, текста в ней

{

for (int i = 0; i < n; i++) {

drawCircle(vertC[i].x, vertC[i].y, R);

drawText(i + 1, vertC[i].x, vertC[i].y);

}

}

void drawLine(int text, int x0, int y0, int x1, int y1) {//Отрисовка ребра, и текста на ребре

glColor3f(0.0, 0.0, 0.0);

glBegin(GL\_LINES);

glVertex2i(x0, y0);

glVertex2i(x1, y1);

glEnd();

glColor4f(1.0f, 1.0f, 1.0f, 0.0f);

drawText(text, (x0 + x1) / 2 + 11, (y0 + y1) / 2 + 11);

}

template<class T>

void Graph<T>::DrawGraph()//Главная функция, которая рисует сам граф

{

int n = vetrexList.size();

for (int i = 0; i < n; i++)

{

setCoord(i, n);

}

for (int i = 0; i < n; i++)

{

for (int j = i + 1; j < n; j++)

{

int a = adjMatrix[i][j];

if (a != 0)

{

drawLine(a, vertC[i].x, vertC[i].y, vertC[j].x, vertC[j].y);

}

}

}

drawVertex(n);

}

void reshape(int w, int h)//Функция отвечающая за изменение размера вершин

{

WinW = w;

WinH = h;

glViewport(0, 0, (GLsizei)WinW, (GLsizei)WinH);

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

gluOrtho2D(0, (GLdouble)WinW, 0, (GLdouble)WinH);

glutPostRedisplay();

}

void drawMenuText(string text, int x1, int y1)//Функция для текста и его шрифта в менюшке

{

GLvoid\* font = GLUT\_BITMAP\_9\_BY\_15;

string s = text;

glRasterPos2i(x1 + 5, y1 - 20);

for (int j = 0; j < s.length(); j++)

glutBitmapCharacter(font, s[j]);

}

void drawMenu()//Рисуется меню с соответсвующими функциями

{

int shift = 60;

int height = 730;

glColor3d(0.0, 0.0, 0.0);

glBegin(GL\_QUADS);

glVertex2i(shift, height - shift - 30);

glVertex2i(shift + 135, height - shift - 30);

glVertex2i(shift + 135, height - shift);

glVertex2i(shift, height - shift);

glEnd();

glColor3d(1, 1, 1);

drawMenuText("insertVertex", shift, height - shift - 2);

glColor3d(0.0, 0.0, 0.0);

glBegin(GL\_QUADS);

glVertex2i(shift, height - shift - 70);

glVertex2i(shift + 135, height - shift - 70);

glVertex2i(shift + 135, height - shift - 40);

glVertex2i(shift, height - shift - 40);

glEnd();

glColor3d(1, 1, 1);

drawMenuText("DeleteVertex", shift, height - shift - 42);

glColor3d(0.0, 0.0, 0.0);

glBegin(GL\_QUADS);

glVertex2i(shift, height - shift - 110);

glVertex2i(shift + 135, height - shift - 110);

glVertex2i(shift + 135, height - shift - 80);

glVertex2i(shift, height - shift - 80);

glEnd();

glColor3d(1, 1, 1);

drawMenuText("PrintMatrix", shift, height - shift - 82);

glColor3d(0.0, 0.0, 0.0);

glBegin(GL\_QUADS);

glVertex2i(shift, height - shift - 150);

glVertex2i(shift + 135, height - shift - 150);

glVertex2i(shift + 135, height - shift - 120);

glVertex2i(shift, height - shift - 120);

glEnd();

glColor3d(1, 1, 1);

drawMenuText("TSP", shift, height - shift - 122);

glColor3d(0.0, 0.0, 0.0);

glBegin(GL\_QUADS);

glVertex2i(shift, height - shift - 190);

glVertex2i(shift + 135, height - shift - 190);

glVertex2i(shift + 135, height - shift - 160);

glVertex2i(shift, height - shift - 160);

glEnd();

glColor3d(1, 1, 1);

drawMenuText("editEdgeWeight", shift, height - shift - 162);

}

void mouseClick(int btn, int stat, int x, int y) {//Функция, которая позваляет взаимодействовать с кодом через визуализацию, изменять, удалять и т.д.

int shift = 60;

int height = 730;

if (stat == GLUT\_DOWN) {

if (x > shift && x < shift + 135 && y > shift && y < shift + 30)

{

int vertex;

int sourceVertex;

int targetVetrex;

int edgeWeight;

int Weight;

int g, k;

cout << "Введите кол-во вершин, которые вы хотите добавить: ";

cin >> g;

cout << "Введите кол-во ребёр, которые хотите добавить: ";

cin >> k;

for (int i = 0; i < g; i++) {

cout << "Вершина: ";

cin >> vertex;

graph.insertVertex(vertex);

amountVerts++;

cout << endl;

}

for (int i = 0; i < k; i++) {

cout << "Исходная вершина: ";

cin >> sourceVertex;

cout << endl;

cout << "Конечная вершина: ";

cin >> targetVetrex;

cout << endl;

cout << "Вес ребра: ";

cin >> Weight;

cout << endl;

int\* targetVerPtr = &targetVetrex;

graph.InsertEdge(sourceVertex, targetVetrex, Weight);

}

}

if (x > shift && x < shift + 135 && y > shift + 40 && y < shift + 70)

{

int sourceVertex;

int targetVertex;

int edgeWeight;

cout << "Удалить вершину >> "; cin >> sourceVertex; cout << endl;

graph.removeVertex(sourceVertex);

amountVerts--;

}

if (x > shift && x < shift + 135 && y > shift + 80 && y < shift + 100)

{

graph.PrintMatrix();

}

if (x > shift && x < shift + 135 && y > shift + 120 && y < shift + 140)

{

TSP(mat, n, help, result);

}

if (x > shift && x < shift + 135 && y > shift + 160 && y < shift + 180)

{

int vertex, Weight, vertex1;

cout << "Введите номера вершин, между которыми нужно изменить вес ребра: ";

cin >> vertex;

cin >> vertex1;

cout << endl << endl;

cout << "Введите нужный вес: ";

cin >> Weight;

graph.editEdgeWeight(vertex, vertex1, Weight);

}

}

glutPostRedisplay();

}

void display()//Фунция вызова экрана и вызова функции отрисовки графа

{

glShadeModel(GL\_SMOOTH);

glMatrixMode(GL\_PROJECTION);

glLoadIdentity();

gluOrtho2D(0, WinW, 0, WinH);

glViewport(0, 0, WinW, WinH);

glClearColor(0.0, 0.0, 1.0, 0.0);

glClear(GL\_COLOR\_BUFFER\_BIT);

graph.DrawGraph();

drawMenu();

glutSwapBuffers();

}

int main(int argc, char\* argv[])

{

setlocale(LC\_ALL, "rus");

system("chcp 1251>NULL");

glutInit(&argc, argv);

int Verts, Edges, vertex, sourceVertex, targetVetrex, Weight;

cout << "Введите количество вершин: " << endl;

cin >> Verts;

cout << "Введите количество ребер графа: " << endl;

cin >> Edges;

cout << endl;

for (int i = 0; i < Verts; i++) {

cout << "Вершина: ";

cin >> vertex;

graph.insertVertex(vertex);

amountVerts++;

cout << endl;

}

for (int i = 0; i < Edges; i++) {

cout << "Исходная вершина: ";

cin >> sourceVertex;

cout << endl;

cout << "Конечная вершина: ";

cin >> targetVetrex;

cout << endl;

cout << "Вес ребра: ";

cin >> Weight;

cout << endl;

int\* targetVerPtr = &targetVetrex;

graph.InsertEdge(sourceVertex, targetVetrex, Weight);

}

cout << endl;

glutInitDisplayMode(GLUT\_DOUBLE | GLUT\_RGBA);

glutInitWindowSize(1350, 730);

glutCreateWindow("Graph");

WinW = glutGet(GLUT\_WINDOW\_WIDTH);

WinH = glutGet(GLUT\_WINDOW\_HEIGHT);

glLineWidth(2);

glutDisplayFunc(display);

glutReshapeFunc(reshape);

glutMouseFunc(mouseClick);

glutMainLoop();

return 0;

}

**UML**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQ8AAAHuCAYAAACBN4kZAAAAAXNSR0IArs4c6QAANbp0RVh0bXhmaWxlACUzQ214ZmlsZSUyMGhvc3QlM0QlMjJhcHAuZGlhZ3JhbXMubmV0JTIyJTIwbW9kaWZpZWQlM0QlMjIyMDI0LTA1LTA2VDE1JTNBNTklM0ExMi4wNDBaJTIyJTIwYWdlbnQlM0QlMjJNb3ppbGxhJTJGNS4wJTIwKFdpbmRvd3MlMjBOVCUyMDEwLjAlM0IlMjBXaW42NCUzQiUyMHg2NCklMjBBcHBsZVdlYktpdCUyRjUzNy4zNiUyMChLSFRNTCUyQyUyMGxpa2UlMjBHZWNrbyklMjBDaHJvbWUlMkYxMjQuMC4wLjAlMjBTYWZhcmklMkY1MzcuMzYlMjIlMjBldGFnJTNEJTIyZlE0THEtYzB0Ui1nWkFhalJpbzclMjIlMjB2ZXJzaW9uJTNEJTIyMjQuMi44JTIyJTIwdHlwZSUzRCUyMmRldmljZSUyMiUyMHNjYWxlJTNEJTIyMSUyMiUyMGJvcmRlciUzRCUyMjAlMjIlM0UlMEElMjAlMjAlM0NkaWFncmFtJTIwbmFtZSUzRCUyMiVEMCVBMSVEMSU4MiVEMSU4MCVEMCVCMCVEMCVCRCVEMCVCOCVEMSU4NiVEMCVCMCUyMCVFMiU4MCU5NCUyMDElMjIlMjBpZCUzRCUyMnFON3ZTZG40cXE5anVtMWdqeWtNJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTNDbXhHcmFwaE1vZGVsJTIwZHglM0QlMjI5NTYlMjIlMjBkeSUzRCUyMjQ5NyUyMiUyMGdyaWQlM0QlMjIxJTIyJTIwZ3JpZFNpemUlM0QlMjIxMCUyMiUyMGd1aWRlcyUzRCUyMjElMjIlMjB0b29sdGlwcyUzRCUyMjElMjIlMjBjb25uZWN0JTNEJTIyMSUyMiUyMGFycm93cyUzRCUyMjElMjIlMjBmb2xkJTNEJTIyMSUyMiUyMHBhZ2UlM0QlMjIxJTIyJTIwcGFnZVNjYWxlJTNEJTIyMSUyMiUyMHBhZ2VXaWR0aCUzRCUyMjgyNyUyMiUyMHBhZ2VIZWlnaHQlM0QlMjIxMTY5JTIyJTIwbWF0aCUzRCUyMjAlMjIlMjBzaGFkb3clM0QlMjIwJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTNDcm9vdCUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214Q2VsbCUyMGlkJTNEJTIyMCUyMiUyMCUyRiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214Q2VsbCUyMGlkJTNEJTIyMSUyMiUyMHBhcmVudCUzRCUyMjAlMjIlMjAlMkYlM0UlMEElMjAlMjAlMjAlMjAlMjAlMjAlMjAlMjAlM0NteENlbGwlMjBpZCUzRCUyMnNKT0xBUG1ERDNVS0pxZUQ5MXRHLTElMjIlMjB2YWx1ZSUzRCUyMkdyYXBoJTIyJTIwc3R5bGUlM0QlMjJzd2ltbGFuZSUzQmZvbnRTdHlsZSUzRDElM0JhbGlnbiUzRGNlbnRlciUzQnZlcnRpY2FsQWxpZ24lM0R0b3AlM0JjaGlsZExheW91dCUzRHN0YWNrTGF5b3V0JTNCaG9yaXpvbnRhbCUzRDElM0JzdGFydFNpemUlM0QyNiUzQmhvcml6b250YWxTdGFjayUzRDAlM0JyZXNpemVQYXJlbnQlM0QxJTNCcmVzaXplUGFyZW50TWF4JTNEMCUzQnJlc2l6ZUxhc3QlM0QwJTNCY29sbGFwc2libGUlM0QxJTNCbWFyZ2luQm90dG9tJTNEMCUzQndoaXRlU3BhY2UlM0R3cmFwJTNCaHRtbCUzRDElM0IlMjIlMjB2ZXJ0ZXglM0QlMjIxJTIyJTIwcGFyZW50JTNEJTIyMSUyMiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214R2VvbWV0cnklMjB4JTNEJTIyMjUwJTIyJTIweSUzRCUyMjI3MCUyMiUyMHdpZHRoJTNEJTIyMjcwJTIyJTIwaGVpZ2h0JTNEJTIyNDkwJTIyJTIwYXMlM0QlMjJnZW9tZXRyeSUyMiUyMCUyRiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQyUyRm14Q2VsbCUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214Q2VsbCUyMGlkJTNEJTIyc0pPTEFQbUREM1VLSnFlRDkxdEctMiUyMiUyMHZhbHVlJTNEJTIyLXZldHJleExpc3QlM0ElMjB2ZWN0b3IlMjZhbXAlM0JsdCUzQlQlMjZhbXAlM0JndCUzQiUyNmx0JTNCZGl2JTI2Z3QlM0ItYWRqTWF0cml4JTNBJTIwdmVjdG9yJTI2YW1wJTNCbHQlM0J2ZWN0b3IlMjZhbXAlM0JsdCUzQmludCUyNmFtcCUzQmd0JTNCJTI2YW1wJTNCZ3QlM0IlMjBhZGpNYXRyaXglMjZsdCUzQiUyRmRpdiUyNmd0JTNCJTI2bHQlM0JkaXYlMjZndCUzQi1zaXplJTNBJTIwaW50JTI2bHQlM0IlMkZkaXYlMjZndCUzQiUyNmx0JTNCZGl2JTI2Z3QlM0ItVmVydHNRdWV1ZSUzQSUyMHF1ZXVlJTI2YW1wJTNCbHQlM0JUJTI2YW1wJTNCZ3QlM0IlMjZsdCUzQiUyRmRpdiUyNmd0JTNCJTI2bHQlM0JkaXYlMjZndCUzQi1sYWJlbExpc3QlM0ElMjB2ZWN0b3IlMjZhbXAlM0JsdCUzQmludCUyNmFtcCUzQmd0JTNCJTI2bHQlM0IlMkZkaXYlMjZndCUzQiUyNmx0JTNCZGl2JTI2Z3QlM0IlMjZsdCUzQmJyJTI2Z3QlM0IlMjZsdCUzQiUyRmRpdiUyNmd0JTNCJTIyJTIwc3R5bGUlM0QlMjJ0ZXh0JTNCc3Ryb2tlQ29sb3IlM0Rub25lJTNCZmlsbENvbG9yJTNEbm9uZSUzQmFsaWduJTNEbGVmdCUzQnZlcnRpY2FsQWxpZ24lM0R0b3AlM0JzcGFjaW5nTGVmdCUzRDQlM0JzcGFjaW5nUmlnaHQlM0Q0JTNCb3ZlcmZsb3clM0RoaWRkZW4lM0Jyb3RhdGFibGUlM0QwJTNCcG9pbnRzJTNEJTVCJTVCMCUyQzAuNSU1RCUyQyU1QjElMkMwLjUlNUQlNUQlM0Jwb3J0Q29uc3RyYWludCUzRGVhc3R3ZXN0JTNCd2hpdGVTcGFjZSUzRHdyYXAlM0JodG1sJTNEMSUzQiUyMiUyMHZlcnRleCUzRCUyMjElMjIlMjBwYXJlbnQlM0QlMjJzSk9MQVBtREQzVUtKcWVEOTF0Ry0xJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhHZW9tZXRyeSUyMHklM0QlMjIyNiUyMiUyMHdpZHRoJTNEJTIyMjcwJTIyJTIwaGVpZ2h0JTNEJTIyOTQlMjIlMjBhcyUzRCUyMmdlb21ldHJ5JTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDJTJGbXhDZWxsJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhDZWxsJTIwaWQlM0QlMjJzSk9MQVBtREQzVUtKcWVEOTF0Ry0zJTIyJTIwdmFsdWUlM0QlMjIlMjIlMjBzdHlsZSUzRCUyMmxpbmUlM0JzdHJva2VXaWR0aCUzRDElM0JmaWxsQ29sb3IlM0Rub25lJTNCYWxpZ24lM0RsZWZ0JTNCdmVydGljYWxBbGlnbiUzRG1pZGRsZSUzQnNwYWNpbmdUb3AlM0QtMSUzQnNwYWNpbmdMZWZ0JTNEMyUzQnNwYWNpbmdSaWdodCUzRDMlM0Jyb3RhdGFibGUlM0QwJTNCbGFiZWxQb3NpdGlvbiUzRHJpZ2h0JTNCcG9pbnRzJTNEJTVCJTVEJTNCcG9ydENvbnN0cmFpbnQlM0RlYXN0d2VzdCUzQnN0cm9rZUNvbG9yJTNEaW5oZXJpdCUzQiUyMiUyMHZlcnRleCUzRCUyMjElMjIlMjBwYXJlbnQlM0QlMjJzSk9MQVBtREQzVUtKcWVEOTF0Ry0xJTIyJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhHZW9tZXRyeSUyMHklM0QlMjIxMjAlMjIlMjB3aWR0aCUzRCUyMjI3MCUyMiUyMGhlaWdodCUzRCUyMjglMjIlMjBhcyUzRCUyMmdlb21ldHJ5JTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDJTJGbXhDZWxsJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDbXhDZWxsJTIwaWQlM0QlMjJzSk9MQVBtREQzVUtKcWVEOTF0Ry00JTIyJTIwdmFsdWUlM0QlMjIlMkJHcmFwaCUyNmFtcCUzQmx0JTNCVCUyNmFtcCUzQmd0JTNCKGNvbnN0JTIwaW50JTI2YW1wJTNCYW1wJTNCJTIwa3NpemUpJTNBJTIwaW5saW5lJTI2bHQlM0JkaXYlMjZndCUzQiUyQmlmc3VsbCgpJTNBJTIwaW5saW5lJTIwYm9vbCUyNmx0JTNCJTJGZGl2JTI2Z3QlM0IlMjZsdCUzQmRpdiUyNmd0JTNCJTJCaXNFbXB0eSgpJTNBJTIwaW5saW5lJTIwYm9vbCUyNmx0JTNCJTJGZGl2JTI2Z3QlM0IlMjZsdCUzQmRpdiUyNmd0JTNCJTJCaW5zZXJ0VmV0cmV4KHZlcnQlM0ElMjBjb25zdCUyMFQlMjZhbXAlM0JhbXAlM0IpJTNBJTI2YW1wJTNCbmJzcCUzQmlubGluZSUyMHZvaWQlMjZsdCUzQiUyRmRpdiUyNmd0JTNCJTI2bHQlM0JkaXYlMjZndCUzQiUyQkdldFZlcnRQb3MoZyUzQSUyNmFtcCUzQm5ic3AlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmNvbnN0JTIwVCUyNmFtcCUzQmFtcCUzQiklM0ElMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmlubGluZSUyMGludCUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0IlMkZkaXYlMjZndCUzQiUyNmx0JTNCZGl2JTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQiUyQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JHZXRBbW91bnRWZXJ0cygpJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JpbmxpbmUlMjBpbiUyNmx0JTNCYnIlMjZndCUzQiUyQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JHZXRXZWlnaHQoZzElM0ElMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmNvbnN0JTIwVCUyNmFtcCUzQmFtcCUzQiUyQyUyMGcyJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0Jjb25zdCUyMFQlMjZhbXAlM0JhbXAlM0IlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCKSUzQSUyNmFtcCUzQm5ic3AlM0IlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCaW5saW5lJTIwaW50JTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQiUyRmRpdiUyNmd0JTNCJTI2bHQlM0JkaXYlMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCJTJCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQkdldE5icnModmV0cmV4JTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0Jjb25zdCUyMFQlMjZhbXAlM0JhbXAlM0IpJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2ZWN0b3IlMjZhbXAlM0JsdCUzQlQlMjZhbXAlM0JndCUzQiUyNmx0JTNCYnIlMjZndCUzQiUyQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JJbnNlcnRFZGdlKCUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2ZXRyZXgxJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0Jjb25zdCUyMFQlMjZhbXAlM0JhbXAlM0IlMkMlMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQnZldHJleDIlM0ElMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmNvbnN0JTIwVCUyNmFtcCUzQmFtcCUzQiUyQyUyMHdlaWdodCUyMCUzRDElMjAlM0ElMjBpbnQpJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2b2lkJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0IlMkZkaXYlMjZndCUzQiUyNmx0JTNCZGl2JTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQiUyQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JQcmludE1hdHJpeCgpJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2b2lkJTI2bHQlM0JiciUyNmd0JTNCJTJCR2V0QW1vdXRFZGdlcygpJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JpbnQlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCJTI2bHQlM0JiciUyNmd0JTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQiUyRmRpdiUyNmd0JTNCJTI2bHQlM0JkaXYlMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCJTJCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmZyb250KCklM0ElMjBUJTI2YW1wJTNCYW1wJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQiUyRmRpdiUyNmd0JTNCJTI2bHQlM0JkaXYlMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCJTJCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQnJlbW92ZVZlcnRleCglMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCdmV0cmV4JTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0Jjb25zdCUyMFQlMjZhbXAlM0JhbXAlM0IpJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2b2lkJTI2bHQlM0JiciUyNmd0JTNCJTJCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQnJlbW92ZUVkZ2UoJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQnZldHJleDElM0ElMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmNvbnN0JTIwVCUyNmFtcCUzQmFtcCUzQiUyQyUyNmFtcCUzQm5ic3AlM0IlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCdmV0cmV4MiUzQSUyNmFtcCUzQm5ic3AlM0IlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCY29uc3QlMjBUJTI2YW1wJTNCYW1wJTNCKSUzQSUyNmFtcCUzQm5ic3AlM0IlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCdm9pZCUyNmx0JTNCYnIlMjZndCUzQiUyQmVkaXRFZGdlV2VpZ2h0KCUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2ZXRyZXgxJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0Jjb25zdCUyMFQlMjZhbXAlM0JhbXAlM0IlMkMlMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQnZldHJleDIlM0ElMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmNvbnN0JTIwVCUyNmFtcCUzQmFtcCUzQiUyQyUyMG5ld1dlaWdodCUzQSUyMGludCklM0ElMjB2b2lkJTI2bHQlM0JiciUyNmd0JTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQiUyQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JERlMoJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQnN0YXJ0VmVydGV4JTNBJTIwVCUyNmFtcCUzQmFtcCUzQiUyQyUyNmFtcCUzQm5ic3AlM0IlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCdmlzaXRlZFZlcnRzJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0Jib29sKiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0IpJTNBJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2b2lkJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQiUyRmRpdiUyNmd0JTNCJTI2bHQlM0JkaXYlMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCJTJCQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JGUyglMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCc3RhcnRWZXJ0ZXglM0ElMjBUJTI2YW1wJTNCYW1wJTNCJTJDJTI2YW1wJTNCbmJzcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2aXNpdGVkVmVydHMlM0ElMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmJvb2wqJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQiklM0ElMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQnZvaWQlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCJTJGZGl2JTI2Z3QlM0IlMjZsdCUzQmRpdiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0IlMkIlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCRmlsbExhYmVscyglMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCc3RhcnRWZXJ0ZXglM0ElMjBUJTI2YW1wJTNCYW1wJTNCKSUzQSUyMHZvaWQlMjZsdCUzQmJyJTI2Z3QlM0IlMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCJTJCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQkFsbFZpc2lpdGVkKCUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0J2aXNpdGVkVmVydHMlM0ElMjB2ZWN0b3IlMjZhbXAlM0JsdCUzQmJvb2wlMjZhbXAlM0JndCUzQiUyNmFtcCUzQmFtcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0IpJTNBJTIwYm9vbCUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0IlMkZkaXYlMjZndCUzQiUyNmx0JTNCZGl2JTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQiUyQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0JEaWprc3RyYSglMjZsdCUzQiUyRnNwYW4lMjZndCUzQiUyNmx0JTNCc3BhbiUyMHN0eWxlJTNEJTI2cXVvdCUzQmJhY2tncm91bmQtY29sb3IlM0ElMjBpbml0aWFsJTNCJTI2cXVvdCUzQiUyNmd0JTNCc3RhcnRWZXJ0ZXglM0ElMjZhbXAlM0JuYnNwJTNCJTI2bHQlM0IlMkZzcGFuJTI2Z3QlM0IlMjZsdCUzQnNwYW4lMjBzdHlsZSUzRCUyNnF1b3QlM0JiYWNrZ3JvdW5kLWNvbG9yJTNBJTIwaW5pdGlhbCUzQiUyNnF1b3QlM0IlMjZndCUzQmNvbnN0JTIwVCUyNmFtcCUzQmFtcCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0JzcGFuJTIwc3R5bGUlM0QlMjZxdW90JTNCYmFja2dyb3VuZC1jb2xvciUzQSUyMGluaXRpYWwlM0IlMjZxdW90JTNCJTI2Z3QlM0IpJTNBJTIwdm9pZCUyNmx0JTNCYnIlMjZndCUzQiUyNmx0JTNCYnIlMjZndCUzQiUyNmx0JTNCJTJGc3BhbiUyNmd0JTNCJTI2bHQlM0IlMkZkaXYlMjZndCUzQiUyMiUyMHN0eWxlJTNEJTIydGV4dCUzQnN0cm9rZUNvbG9yJTNEbm9uZSUzQmZpbGxDb2xvciUzRG5vbmUlM0JhbGlnbiUzRGxlZnQlM0J2ZXJ0aWNhbEFsaWduJTNEdG9wJTNCc3BhY2luZ0xlZnQlM0Q0JTNCc3BhY2luZ1JpZ2h0JTNENCUzQm92ZXJmbG93JTNEaGlkZGVuJTNCcm90YXRhYmxlJTNEMCUzQnBvaW50cyUzRCU1QiU1QjAlMkMwLjUlNUQlMkMlNUIxJTJDMC41JTVEJTVEJTNCcG9ydENvbnN0cmFpbnQlM0RlYXN0d2VzdCUzQndoaXRlU3BhY2UlM0R3cmFwJTNCaHRtbCUzRDElM0IlMjIlMjB2ZXJ0ZXglM0QlMjIxJTIyJTIwcGFyZW50JTNEJTIyc0pPTEFQbUREM1VLSnFlRDkxdEctMSUyMiUzRSUwQSUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUyMCUzQ214R2VvbWV0cnklMjB5JTNEJTIyMTI4JTIyJTIwd2lkdGglM0QlMjIyNzAlMjIlMjBoZWlnaHQlM0QlMjIzNjIlMjIlMjBhcyUzRCUyMmdlb21ldHJ5JTIyJTIwJTJGJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTIwJTNDJTJGbXhDZWxsJTNFJTBBJTIwJTIwJTIwJTIwJTIwJTIwJTNDJTJGcm9vdCUzRSUwQSUyMCUyMCUyMCUyMCUzQyUyRm14R3JhcGhNb2RlbCUzRSUwQSUyMCUyMCUzQyUyRmRpYWdyYW0lM0UlMEElM0MlMkZteGZpbGUlM0UlMEGLRaXQAAAgAElEQVR4Xu29X+hlxZU9fvIY479JQndDQCQ4RGYeIiE4Qgw4CXR8UBwUTI9JzIOERE2HKJpIm38mtMTpYETtOGFwQPNnugUDkge1cUzABBwRQcEhAQliJtBKwhh1zJt+Wef3Wzfrs3tXnTp1zr33nHv3haa77z2n/uyqWrVr1157v+OCCy54+5e//GUTn5BASCAkUCqBCy64oHlH0zRvv/3226XvxHMhgZBASKB5xzveEeAR8yAkEBLoL4EAj/4yizdCAiGBpgnNI2ZBSCAkUCeB0Dzq5BZvhQS2XgIBHls/BUIAIYE6CQR41Mkt3goJbL0EAjy2fgqEAEICdRII8KiT22ze+tOf/tR86lOfah599NFFm3/84x+33435+ctf/tJcd911bZHf//73m3e+851jFh9lTVACAR4THJSxmvTb3/62+eQnP9nceOONC7D49a9/3Zx//vnN2AAS4DHWqM2nnACP+YxVr5aWLmaCybe//e3mG9/4RoO/L7/88hZ0nn322bZOAg3BaO/evc2xY8fa3z//+c+3mgY+0Dz+/Oc/t/8+cuRI84lPfKL5yU9+0rznPe/p1fZ4eB4SCPCYxzj1bqWndXiFKHh8/etfbwg6n/nMZ5qPfOQjzXe+853mwQcfbI4ePdq+DlA577zzWsB45plnFlrMpZde2oLHk08+ueNZ1Xp6dyJemLQEAjwmPTz1jbPgYW0f1BgIAL/61a9asOCH70O7+OAHP+gCgmo3t956a3PgwIHmxRdfbLUNfGBXQZkApfhsngQCPDZvTNseESzs4rXHGQsefO/48eMtYDz99NPNoUOHisEDdUMrefPNNwM8NnRusVsBHhs6wCmbRxd48BhDTQRaRIDHhk6Sgd0K8BgowCm/zqPHZZddtjg6wIYBw2jq2KLHnQsvvLDVHqiF0OaxZ8+e9mjym9/85gSbR2geU54R47YtwGNceU6uNM/PQ29BrKaBDhBgCBY4vkATee9739saTD/72c+2fiP4g9sZNbQGeExuCiytQQEeSxPt5hVceoOzeT2PHnkSCPCIeVEsgQCPYlFtxYMBHlsxzNHJkMD4EgjwGF+mUWJIYCskEOCxFcMcnQwJjC+BAI/xZRolhgS2QgIBHlsxzNHJkMD4EgjwGF+mUWJIYCsk0ILHmWee+TYITfEJCYQEQgKlEjjzzDMj6VOpsOK5kEBI4K8SiGNLzIaQQEigSgIBHlVii5dCAiGBAI+YAyGBkECVBAI8qsQWL4UEQgIBHjEHQgIhgSoJBHhUiS1eCgmEBAI8Yg6EBEICVRJYOnggBsS3vvWt5u677x4lfwfK+9KXvtTceeedzQc+8IFFp23KAE8aiKr1xS9+sW2PvlslucKXxu4/+/nDH/7whBYwtGBkayscnHhskAQ2BjxKpLAJ4KH9TAFpiSzimZDAUAn0Ag/Etnz/+9+/SF2IILi/+93v2hiWmueDMTLROOZJxXe33HJLG3wXH1SM9//4xz8uspPxvZNOOqlNIMTEQ7ro8W6J5qFxOBFn84YbbmjLxI7NPCQPPPDAjv5QmH37yYxoKgNoAZDLVVdd1cb6ZN+8/uJ9xBJFO19++eVFUiXVIPD7tdde26ZAoNbkgYf33NBJEu+HBDwJ9AIPTMwf/ehHO9ILYoGfffbZLUhgsTDL2B/+8If2uZdeemlxbOHCOXz4cPscg/N67yHvx80339wcPHiweeSRRxr40eOdkmMLOqrt/OY3v9kuYgTwLTm21PQT7dWyCUAf/vCHF/0nmEJmkBeeoZyQP8WCgwYvZqDhEs1DjzZxlImFvywJ9AIPXbhoEG0ZCMGPhcC8pHrOB2DwOfxbtQYs0tR7uhtDU4DWgp24L3jo7l16bKnpJ2RAwNI6U7JA/7QeyEZlAVmivFyu15JjC7UhAvayJlKUu30SyIJHSvXHzgkWLo8sDN+v4tMUhQoeajzNvQfV3DOCloAHNBQsuk9/+tNtk5iouRQ8tN7SfiKz2hNPPNFqWynwsCCr7QF4WPAJzWP7FuScetxL80DHaOfAvz/2sY+1RwlV862lP7fz5t5jXa+88kq7Q+P4YnfrktsWBQIcr0qOLTX9TPWlj+bhaS6cTGHzmNOy2o629gYPqsHMGoYFbW0XqnLbY4tqHl3v3Xvvve1xBfaAxx9/fGGY7TKYqrYA8Ohr88DQ1/RT2wWtDZ/LL7+82OaRAw9vOpYcW7ZjGkcv1yGB3uDBnfx973vfjuznXlZ1aAYECHQOQHDHHXfs8Pnw3vMMm2qARNYyZG/nB0ek++67r7nnnnvaG5oPfehDi5sVPbaw7U8++WR7a5G6bcE7ffuJd/QYRkMlEz5Tm8ndtgR4rGMJRJ21EugNHrUVxXshgZDAZkkgwGOzxjN6ExJYmQQCPFYm6qgoJLBZEgjw2KzxjN6EBFYmgQCPlYk6KgoJbJYElgYeuK6F09Stt97aHDhwoL0FwS0KbkrOO++8Hc5U9hYkx3jNsVTHZrDWDnWpM1pt+UPfW4acunx20OZ1yoVz7KMf/WijlAE47p1//vktrwg0CX70ljDn5ctbNDpM2rEpkcvQ8VzX+0sHD/W4pF/C3/zN37TXtkrwgi/G//7v/55AtbeCWcbEH1v461wkJX1ZlwzXKRcFD/CK+CEh8d3vfvcOF4LU9558lSBaIv9NeaY3eFiX8l/96letlyk+/A1+F3v37m1ee+21EzQPOImde+65za5du3awc+FJ+tRTTy1ibXj1kIBHlqpl6dKP5Hvf+17LE0mxcr34InaH0AVGli9jaGif1YUczFk4tqFuZe+eccYZO/xO+D7BFLIjy5gMXXynvBQ4yfVhNK+a6avu9ZD/66+/3hw7dqz1x4HPCzVQyoV+OdZfCP1O+dikFp1SEUiL4MZEisW+ffva1y+66KITNA/415x66qnNJZdcspjLeG/37t3NL37xiwWoePWg39Bc8IH2Aq9rZUfDSRD+RFdffXXz3e9+d1EW59u//uu/zhZLeoGH9Wjk0YTsWRxJQMCikxakYo8tWLgYyIcffnjBzoXWgYFDwCD8jo96a9p6lCvDOsm45W8ow2PlpkbK7oq6m9BbFGqtuokTFAhSfOeaa645gWHrsWfRFm2/LhwsMmXETp3pq+0DeOD/GnIB88KjB+gmoaCsmxH+bX9TzUEJhTpW1tMZsr7xxhtd8MCcRTgEjDHmAuYOxhVzEn8sL8nWozwvZUerXOgpjfAQkBHmiW4Wc0ORXuBhO2cFox6S/M0DD2gIAAwCBXZrgAUG1ovypfVYir+CjFXHqXoqKzc1QKrWXnrppYt4IjbcgHJlYMPxtBgFIgsw9uxtWcaWls/2Tp3pa8ED7cZC7MMt0hAFliOV+03H1IK+amtemASyob/whS80t9122wIooOkptcAucq1H/22Z4lajRRuef/755uKLL15o3nMDDba3F6sWk0GZtiiEu+PPfvazHazSHHgAyX/wgx+0Kh55KN5uzcBBWo8FD128FjxKQhN6E8/jo+CopB8wdRFjRHc9/q7gAYDRWCd4xpvEnJypWBxTZ/pa8OCi7QKPoZqHF5ZRgz/BQEobRw48QLwEeCDuC2kLali1R1ceU7AmLHh4myhtf+uyNy0DoHppHjlUhUpWqnlQDXzooYdauwgDCpHxamNb5DSPHHhgUC0rNydEDiyOVc8999xChU0xcVMToY/mkYvvamNx9GU0r5Lpa20eXeBBjWyozUOPtNBWajUPLG5sgGp7w1zh+CAglYZcyGkeKfBAedC4zzrrrMURaRmLelVlVoMHkRgNheBJAAMSd9k8AB4kiJGdi3I88LD1lGoeKN9j5eYEq7uYnrH1fKsL2h5pOJEhA5xreQRLRQzTyVly9p0y07dW8xg60RU8OAdh/6J9ipoh51vK5oE5jA0Qxk9q0zrXFDxsPaWaB8AJH0aRY0iLoTJY1/u9wEMXF+0IR44c2WFBpuUZBr8XXnihuemmm3b4eRDJCQrcebzdmpZ52EhYD4WPvy1Ll5oA1FYcedR+kjsq2KOLjeBlVWMGF8J7ygq2MVjJ3s3dtvSJLD9lpm8JeHBToVzGiGBvb7twq0FjPDQRHrMxNviDWz7r50FNgaDAMJGqWXLe8aZP6yHo8LbF0zx468LjC+f7f/zHf6xr7Q+utxd41NTW1+5QU0e8ExLoI4FNsjv06ffYzy4VPLgrW4/SsTsR5YUESiVAXw3VHkvfjed2SmCp4BHCDgmEBDZXAgEemzu20bOQwFIlEOCxVPFG4SGBzZVAgMfmjm30LCSwVAmMAh7Lsl6XlmvTQy5VYlF4SCAk0EpgFPBYtywDPNY9AlH/NkqgN3jYLHJMck1nJ3BWlJMCodJb00tNQEceJTBxIFTzAIEJnqn4wGGM1GtkarOZ4bZxIKPPIYFVS6AXeFhaOJMpodGep6Qufs1Tm+M1qAAseMB7FUBET0V6p4bmseppE/WFBHoeW0qIVhqEJhWTA9pGSXg2Cx42ETRjKAR4xFQOCaxeAr0p+V4CaWvYtGkk0S19j90kFyRFCrPgoZyBHHty9WKMGkMC2yeBXscWFU8qKA4Jb4yuxXdq4jwGeGzfhIwez0cCvcBDAUATSNPmwdihGoBFjZ82ETRD89moUSmDaWge85lY0dLNl0Av8EhR05UKv3///saLuoUYBnrbokeWlM2iVPMIstPmT9To4fQk0As8ptf8aFFIICSwLgkEeKxL8lFvSGDmEgjwmPkARvNDAuuSQIDHuiQf9YYEZi6BAI+ZD2A0PySwLgn0Ag8b5p6NTn2f6lSfnKUa4BbldTmWrUuQU65XgzTbdkY4vimP3LTb1gs8bLpJdC2VQDjX7VLw4KRHuHwm7gFQHTp0qDl69OgiUfa0RTyt1vUF+mm1PlozJQn0Ag8PKBRQShI6v/XWWw0IbUh0TGasJgu2/h8QFpi7+rG5Y1POY9YvRRNMK5HP8mz6sn/RNn0HKSOYIJnpDBly33raKkuZWoCXNtOG82eKC81nayeWl6LRAw/N6VqSP2ZKEzjasj4J9AIPNLMrQxcXuyaExnea0NmmY9SMbCgfH80XiyQ++tHMdbnFmUpQjbJS4IFEP/SELWX/Wi4P6mWi51z7VJaolzKyOXBtxrxc+3LpG73xo1z1eIj8Ixaw1zdFo+apSqA3eOiuqDyWroTQ6pqeAw87mTGJLXiUeJ4i963miM0lqNbFmcq5S83BG0ibhrOkfcgod9111zVduVShCZS0jwnFvfSN2uaSY4sC/xiJmaY6+aNdwyTQm1WrixBVkyaPf2Oxeq7pmqELi8HaPNSgRzUc5WFxWYIdjwisN7WzEzxK2mMXJ4MLUbRdRlp77OkDHjji6Ae7vs3O3qd9oXkMWxDxdrkEemseBAxWwQhgOSOoR9lPJY+2VHseg/A3EmPv3bu3AQGP39uFy6MKwKM0QbXuxtA8GCekVIx9NA+2j5qHB45WXrXtC5tH6QjGczUSqAIP7m40eFK1TSWEtmd4BRo0Wu0PtHlAi9HbFthAjh071vzTP/3TjutaVbFRD95jouNce2hf0KTcOJqozQP98hagFTTtBcxxam0e1157bXs7ZNvnJWlGGdDUxmxf32NLzUSKd7ZPAlXgwcVy5plnNmoL6GLdIgYpji18jgmPNQ6pvT2wfh64tn3ttdcaTZZskxm/8cYbrcEvl6CaTFwAILQUJCtmX/qyfzFt9OiFNv7+979fJABPtY9aHGO+qqGypn0l07fE5lFSTjwTEqgCjxBbXgKlKSNCjiGBOUsgwGMJoxfgsQShRpGTk0CAx+SGJBoUEpiHBAI85jFO0cqQwOQkEOAxuSGJBoUE5iGBAI95jFO0MiQwOQn0Ao8SQ6B6oFq38lzv1dlLncD0nZL6S54ZexSWkXSqpMx19HVs2UV585XArMCjRMzrWFAlC72k7X2fWUdf+7Yxnt9cCQwCD80CR29TMlHhuYmk188++2yjAWfUmUo5I301D5LyyA1BHRdeeOGCX4Oy77rrrjbpNjxYleDlaUcKAClKPqaBUuhB8X/xxRdPSLTtvY93wdV59dVXW29Thgfg1GKbbP5d8oJOO+20hn3FuyQigruDvoJ4eODAgYhzsrlrdXI9qwYPENI0d6zlbGBRAVw0wTXds8mUVddveHgyZkXJseWRRx5ZcFDghXrzzTc3Bw8ebOvzkm5bySuHxrrLpyjv+o7u+gBJcnwIjocPH96RkJtcFst6VU9SDXBEMKOrOgMiqczgSq99VY/aXJyPyc3CaNAsJVANHjZoDBdWjmoOd3YFnBT7tC949LWL4PlUTJAUJZ+Ud4/IZrUWG7gHv997771t30nBt3wYO3sUPDScgY3tkQJKBbE+tqdZzuJo9Fok0IuSr1Rxe2xA68HN8NiiXAgAD0bAYm81mlgfzQPgZY8QWCSldgDVNh544IGF5pBKyI0jELLhefFFFDwsd4TtYSpOL4cvQgB4JENoMzacQQ48QvNYyxra2kqrNQ8cG5544okFmSyleWjoQoCH7soq9b42D9V8cizd3Mhi0e/evbt54YUXmquuuqq1i6QScudukfpoHp7mgjZ22TxIKkyBB46RZO9GAJ+tXc8r7fgo4PHmm28uqPDUPNALS3G3Ng+NnalBfUqOLWpnqLF58OgCTUjtAzbIs9oYtF36nGouXTaPFHjkji25kIkl9p2VzqiobGskUA0ekBAjh8Haf/XVVzcPP/xwQ9uA3rbozYLetqiqbjUP0tQ5EjbCltaPf7MO2hLwXeq2hWWm7A4pSn4qoLJNtJ27bRkTPAja6A/aEMGLt2bdTqKjvcBjEi2ORoQEQgKTkECAxySGIRoREpifBAI85jdm0eKQwCQkEOAxiWGIRoQE5ieBAI/5jVm0OCQwCQkEeExiGKIRIYH5SSDAY35jFi0OCUxCAgEekxiGaERIYH4SCPCY35hFi0MCk5BAgMckhiEaERKYnwQCPOY3ZtHikMAkJBDgMYlhiEaEBOYngQCP+Y1ZtDgkMAkJBHhMYhiiESGB+UkgwGN+YxYtDglMQgIBHpMYhmhESGB+EgjwmN+YRYtDApOQQIDHJIYhGhESmJ8EAjzmN2bR4pDAJCQQ4DGJYYhGhATmJ4EAj/mNWbQ4JDAJCQR4TGIYohEhgflJYAEe82t6tDgkEBJYtwTe0TTN22+//fa62xH1hwRCAjOSQBxbZjRY0dSQwJQkEOAxpdGItoQEZiSBAI8ZDVY0NSQwJQkEeExpNKItIYEZSSDAY0aDFU0NCUxJAgEeUxqNaEtIYEYSCPCY0WBFU0MCU5JAgMeURiPaEhKYkQQCPGY0WNHUkMCUJBDgMaXRiLaEBGYkgQCPGQ1WNDUkMCUJDAaP3/72t80nP/nJ5tlnn2379cEPfrA5evRo84EPfGC0fv76179ufvSjHzXf//73m3e+851F5eKd888/3332V7/6VfORj3yks5zvfOc7zcc+9rGiZzsL63jgT3/6U/PFL36x+da3vnWC7Er6772vY/PjH/+4+dSnPuW2oqR8fbHv8/ou2nTvvfc2t9xyS+dYltSD8iCzu+++u/nNb37Te54MHbdtfn8QeHCB6mLEd1h0P/nJT5r3vOc9o8i2ZBLlKkJ78Pn6179e3B7U+fjjj/d6p7hw58EceJSUa9//y1/+0lx33XXNZz7zmebss89OAhPKHirfkvbpM5gb+KTArE95Ch5jzbc+9W/zs0XggYl58803NwcPHlwAAifnRz/60R2TQCfthz70oXYCv/rqq602ApDBRMakefTRR1u5f/vb324XKCfBueee21x//fU7NBhO7lNPPbU5dOhQ84lPfMIFJ9b9vve9b8ei98ADExjajAdyKOeb3/xmc9VVVy20AN3FP//5zy+0INVw9HvU+frrrzfHjh1rtTL72ze+8Y1F/2+44YZWTj/84Q9dzU0X9/e+970Tyr311lubAwcO7Hj/jDPOqAIPNAptgQy1Xfie2gvbg3GDjDiWeEbHBjJgP1Xz0fmEd0o0Lq/f0ERfeuklV/NIPQ/NVccyNZe2GRRK+14NHhiAL33pS82dd96ZPKLYxWwBR8tAg3H8ueyyy9qFj0X9xBNPtIv0mWeeaY8gAB8CkgIEnv30pz+dPDKlNA9MYgIZQQztsKq13dVR3vvf//7mwx/+cNvmw4cPn9AuPINFhrb98Y9/XDyH8nkEw78JUu9973uLF5FXrqdd4Llrr7222b17d3PllVd2HluwOWCTgLaCYx3a/rvf/a4dD13wqeOBPq/jhwVOOfG4WHIktKDp9Rty844tAI+UnDDm6BPagnb84Q9/6HUkLl1cm/5cFjxSdgPsIlg4HDSoi7oQuUtdeuml7S5mtRMKVRclvlMw0t+w+PQoxEl6zTXXtAsCkz2nApccW7jQoCGhPj2ypNR6+70e2X7wgx8sjkqqjSl4qP2m1OaBRYEPJn/X0YQ7v2o93oRWzQ42K8pSwUDf8+ShYEHtRcedgKtldx1dLHh4/c6Bh/c8vtO5FMeeeohbiubBiULw4E6GZlpAooEVv1kwojqLxawGUzupx9Y8vPKpBemC1wVDdZh9AHhAO8Fi0UXOHR2akh4F+oCHV67VPOwYQFPDe9QkLBhAs8Ox6YUXXthhzNSjB21bOdDERsL+ojz9qHZXYvew4OH1Owce3vNojzWkL8PIX78k5/NmNXikbB5EdgycBQ9qJ1QZc5qHHmm6wIPiHsvmYY2ltZpHCjxse7uMmiWLSMHDHoEo9+PHj7s3YanydRpbTZBgrjYHGiwtWHrLYZ3g0ffmbj7LebUtLQKPVJNSty1AdhxtusADEwgGUBwV8MG5+MYbb2x3a2vzyGkeXSIrObZoGdbmYe07LO/yyy/P2jw88HjxxRcXu78aZvvYPPpoHqr5QBPwrqkVPBQMVHvybB5XX31185WvfMW1e+n4vfnmmyccL2tsHmNoHjTYcwPLGc675tW2/z4IPCA8a+tQFdDbgXjEwLuYzDCGYuel+nnaaae136sV3O78qbN4ajD7god325K6VcndtniTnQZfqvS8haCsnnzyyRO0gxLNg+Xyfd62aD3WTkV5peRLmxJvU+yxBeD58Y9/fIfYdfz1yKNHltrbljHAA8dGvW2JI0s9BA4Gj/qqd745NcOVPbqM1c8op2m1SnzG8PMIea5PAgEeGdmXqNbrG7p51tzHw3SePdyeVk8GPLZH5NHTkMBmSCDAYzPGMXoREli5BAI8Vi7yqDAksBkSqAYPNXCedNJJC26GWtVLRURrPzka6lRG4xpuCubAxhzb8Dt2eaVjEs+FBLokUA0eWrBHnOuqWH9PgYc1ro1ppV/Wohy73LHL6zMu8WxIICeBIvDwwIGTGprG/v37W2Yl78wfeOCBBZvSsmYRdwGeiOpbAF8POIFZzcPedvT1D2B5cM1WFquyeDUORO55CLGEjZljB6OMlF8IfvNYqAEesYCnKoHB4IHFh4/HQ8H3ZI3i38pd6QIPeALaMABcYF0Beqwmg/fIzgXLlB6tlo1J8PCehxNbCRuTAOOxg5VdatnB6umoLFzlbkS8iqkuo+1s1yis2hR4KInM7qBd4IFF49k4So4uFjzI7rRcmhR4eM9bZm9KI7Cu7ClOCGRjWbj0oCRI4m94cSrobuc0jV5PUQKjax4IP6gu6HS/7gseEJZHYKoBDxpgS8HDex7gUcLGtP3UOp9++ulFjBJl4YJmjyOLUtjpgh/gMcVlE22CBJYCHhStclus+u0R39TmMabmMRZ4lLAxreaRYweH5hGLcM4SKAIPr4O6w+qxBbsrY0YowQzP2KhbaluwBtMxbR5jgIe1eaTYmLR5eOzgsHnMealE260ERgcPj82p0aMYLhCMTdyy0JC5zNuWMcADx7ESNqa9bbExMuO2JRbhpkigGjxWIYBl+nmsov1RR0hgkyUwafCA4Gs8TDd5wKJvIYGpSGDy4DEVQUU7QgIhgZ0SCPCIGRESCAlUSSDAo0ps8VJIICQQ4BFzICQQEqiSQDV4lBC29GpTWzdmij+bTCgnBRLt8ExJHtqSFAIoKxdSoGpU/v+XUikfasscu7zadsR7myGBavAo6b71tix5p+8zpeBhAxqPGZ90WYty7HLHLq/vWMXzmyWBIvDIUfLBqtVgQBCP8lly+Ww5mTWBNejyYL4iObRNrGwTXT/yyCNtjlp8/v3f/735r//6r0WeVXxHgACD1UtcTeKdl7gI73vu9UwNgd9tKgLrXg9Cm/c8tRVyZVLpID354Oray8qm+VhSoQMCPDZr8a67N6OABxaxlxAZZLIu8LAJrJEUCQsEyZSZUxT/ZiIpeKtqHhbVPFKJmdEOy9D1crPYwbDgoUmpNEGyF48E7uyp5wFWlAs9cjVxN9tBb1SCqO03EzSjfoYaoBs98/d67YRXrzKe1z0Jo/55SmAUSr6Ch4ohZfNggCAlhmE3VSBQm4oCCZ7T3zSrmXqkYkHRrpHKwdJ1dLHgoUBYElIg9fzPfvazHezalEZg5cN+k4VLt3tN/WkTO+WIefOcstHqqUhgFM2DC5/RuqhCd9k87KLJgYcyWlPgodoEopkxaFAqw1xf8OgTzMiyiLWvAA8etzgRPCOylY+N3saUiTyiIR7ImWeeuSMLfC6eyFQmYbRjnhIYDTzY/VzyaiuiPuDBIwxDGPL/qnmgfADFK6+80monBw8eXIQ89G5X1gkeXrZ6Tz5ev3EEw/ehecxz0W1Kq4vAw+tsavdX42qJzUM1ipzmQdsIco2mbB5opw0DyO/GsHmMpXmozQNsXbVLqC2CNg9qcmHz2JRltxn9GAU8IAoYMm1C5JTNg4GSAS6l4MFYqUeOHGn0doJRy2zCaE3f4BlH1T7S57alNIBz7tjCEIS8bUn5vdjbFu037RxMZB23LZuxIOfUi2rwWGUn+1wxppzXlunnsUpZRF0hgalIYKPAw6r5VsK5mK0AACAASURBVMh9PUynMkjRjpDAFCUwC/CYouCiTSGBbZdAgMe2z4Dof0igUgIBHpWCi9dCAtsugWrwKGHVjiHcEr+RLmc0tKOUQNenzTbGap937bPaT1zfrvvjOdbZGx5to94EaZBnvQUqoQSwzBIjuXoA472S1BjLkmuqver9y0Dgy2rDqsutBo9VNVQXFXkgmhwJ7dAcMCnOxtjg0WchlMhqDuCh/UgBdiqxFlNljgm4pSETSuS/rGe2Hjy6WLXgnqgfBv04sIPqLqT+DCk/BU5KDOZbb73VgDB23333LZJo26xrdnC81AbqDg5/ELhwg1/z8ssvN+edd94i/YNluZLwRiKZ7sZ69ZtyI/cYx9Z1P9VPuNdr+kmd3BgP+tWoTHNs2tT4eOkkNDseeUh2cdWCB7VAUgdSoK4yBZfn9ddfb44dO9ayranloKzrrruu9bRVzSP1PDaWnH9MSutRLdsyyC2zmnOFScv37dvXFnvRRRe1Y7ZJnyLNowQ8LDsWix65WZgAm2koITzLjMVE0QTUTA4Fb1K7I9tJqwOrHq2WraqTVOtjPpYUy5XR2y+88MIGrvA33HBDy0hV13bbRgUZ9Qrt08/UJLO7LeuCrCHXFJvWGx/0hYsPslZATPGB2K7cURHv3n///S04Hz58uEHZ+kkRFe0zPIYADPAOytUk4EwW7oGH97z1TrbzgPV3jafHZlaHR2xWaLu2l0nAtgY8dBfXTmP3VvamZb3qhFbw0MHRjPM59qodyNTiAUnMHl/s7sWd3LJVc++hzYgFgh0PxD9MQHtkUe3n0ksvXSxIZL2r7WdqkqVsTfZ7y6ZVjgzHx4KH1lkLHrqz57QWL4l5DjzwG8ZYxz8HHt7zufFQgEuNp9bHeQDwxTEa2qyCnU1antIi5wwmo2keaqzSiadqMdXNN998c4c7OwVoQQnnZM8WYHdbsks1wTbLpFqvBDp7zMi9RyKe9i/XJk1MTS2Lbvt9++lNLAt8qmorQOTYtDbuiXcEqgEPXdhcqNAKQALUxVNi90gBfyl4sD6vTd542COFl2ic45liM2vWQ7XLjW1vmwrgLB08vN3MHmf0GbuDeguVC+jqq69uHn744dZmgaNEbsLbY0sK7OzA8MiG482uXbta0EtxZUCcwxn3ueeea3fJnBG0pJ/eJKnVPEr6a8MG5Ji/3rHF035wBN2zZ087Nn2MpssCD08TzslZx9NqvaqhhObRA9J0ouDY4k1O3YUxcWg/sDYPaic4H1tCmbcA1WBIQhyabie0slVxbtZji40PooF77Hsw7tlQhpbOr+q6Xk+qzaNvP73hYN9V23riiSdasLrqqquSNg9vfCyID7V52MXFth4/frw5evRowyvoGpuHp0nkji3e89bmoeNh7TK58eyyecDQTi2QNpqts3nksKQEPGiHYOCbHCtU454q9Z2D+OSTT+6YgBicBx98cMd3aG/qdkfZt7pL8GrXe89GSLN9tjFCUAcNZdxlrXW/tJ+525bUrUrutiWleaTkxe9rblsswxrjYtnTfW9bxgKP1Hh4c71kPLtuW3Bsxh9qrT3258k/WnRsmXwv1tDAsf081tCFtVRZYu9YS8Oi0t4SCPDoLbK/vhALoZ/wAnD7yWvqTwd4TH2Eon0hgYlKIMBjogMTzQoJTF0CAR5TH6FoX0hgohII8JjowESzQgJTl8Bg8NDrQXRWSXG5zo9Ftbd12AjscFKCa7l+1DekZoDmYChNOajZ8fLkoteZNhVmiY8GyyzxrEw5g9WMi75TQunH8yVtHNqWTX1/EHjQF0CdolLu01aAY1Htu8DDprscSn2fy41BST9ToQwssc/yMrry3fRZLKWLvE+ZfZ4N8OgjrZ3PFoGHx6pNxSlIufBqigB6BuI7aio1VHt0BcSkV199tXUWA3ENTk34kCdjwcO2T52kUgFtlPZud171dsX7f/7znxs4ucFTNucK7XF+bEoGbQ8muUdLJ8OX2frQfxLeVL5egKFa8FDNK5W2Qnd1kgXBtNZ2wonQ0zxyz6Pc1JilNI8URd+Gatg0ynw9LJS9WQ0eOUq2Vp2ipNvFVUO15yLRJNH22GLBQ+tBO0n/J6CVhBKgdyQXCP6mN+2hQ4dO8HrNaV1M+oTdHUxlrz0oG/3yaOYom96b+DcYwHBT7wIvPJsCDwLi6aef3uCPTYxdqn1xLAgGqBNlaWJupbKTQpB7HmWUJgnvovTTXX0TGa9ly3/YU6Mkuib7Vd2SsfMjBkaKkg7Wpe7MNVT7W2+9tTlw4EBLieauUWLzSLkU88h11113tTskNAjdse2isUeDkqMCd04vZJ5V4fUICFYwQUplpeChUdRK2pICD+7sOftVydHFggfHKcX4teDhPW811NSxx2o0nuwCPJYIHiw6FQzI7up8npOG4OFRoPGbVev7Uu1tzlZVlQEmXdqRXTw2sBCNrRpKQNtsyy9ZsLkdP9ceDSngAS35QzQGl7TFAw/LrAXIQfNBJDJmy6OcVQPzpqEFD2bxKwUP73mAR98k4UqKtLILm0c9gFQfW1I2D13AHkAoIFnw6Eu1txOhL3jkdnoS27jYQU/HMYnHAmgkq9Y8UkxRytTGruiin3vgYRcTw+nZG6oazWMs8ChNEu4F5wnwqAcL+2YReKSqS922IOQdJ1uKkm6PLaijL9WexxbNS9tl89C+KCVbbR5doQSG2jy80AFoF+rN2Tw88HjxxRfbYDuMsjXU5mEBlWxkZdfW2jzGAA+1eXQlCQ/wGA8ovJIGgYdd8Pi/PSenKNBjUO0ZjFbBQ6n3MECmjlYURspyr9HF7C2MUvEV8G6//fbmqaeeKrptKbnlsbctOVo6b7Nswm8bykAnQe62RcMoHDx4sLn55pvbWCGwE9TetowBHrmg2tq3kmBC6IvOl7ht6Qc2g8GjX3Xzfzq365b6uMxdCiVHlrn3MdrfLYEAj24ZnfAEd96bbrqpve3hrl/qXVtR5WRe6eNhOplGR0OWIoEAj6WINQoNCWy+BAI8Nn+Mo4chgaVIIMBjKWKNQkMCmy+BweAxBqtWvThxpmb2uKklfNZrZ50aqe9T0yeVPsF7nhHncXPUlShJb5C6kj7nAlgPmfZ9+jaknnh3/RIYBB5jsWoJErzJgFhgfJzC1ZkyTL3bFJsKoWRISxeYpf5r6oqSenLPlLZhaD3x/uZKoAg8VsGqZc5Y7K5XXHFFc9ttty3coekTAkcuuGkjPgf8GeAcBQ5KaQJtTemgfgAganmJoG3CZ+aD1YxhCijM0YH2WSYuE2ufc845DfJ+PPbYY4tn0CfLNsWUs1eiOg74PeVBan0cPDausmE1704uSXQqtYMuD6vRpBJsb+6S2p6eVYNHF2+EIixl1eJ5mxSKnpwEDzxDVia9WMnAJIlKEzYpexPv5sDDSwRNpqy6Q9sjiuXxEFhS7SBIsi26cNFG9RCFYxYctNRVvsTHwoKHx8bV5FoWPLznbZ5X7Z8S8ix4pOS6PUtsc3s6KVat8kbUn8DyaKzKnSJg6XuamNvmn9UMX8xsR8CwKSx1YSLnLnd/aB1oB9Mq2kWU+82zT6SilZUcXUoYpTnwwHS3SaWpCXn9U3DL9bsr/+3mLrPN7NlSNI8aVq0XHo+qv3VDT4GHDQHACc9YGTnNI5VRzU54JcMpPRwAhF1WP3Qa05gV2KVt+9UVnu7lKap5DXh4bu058PCeR79S/VPDds4QG+CxWSBSDR5js2q9G4uURjGG5qG8Diz8UvBQ+wveI18jtdgxXexvKWOlMj6xuL3blXWCR9cNDvoa4LFZAJHrTRF4pAoYi1WLhaJBg1gfF7hlz6bAgwm0vUTEKNMyVtWGUgoetM2AOKZGUS8BNfPW2kTg2n7Nh6u8GchkLJvHGJqHtXl4eVwDPLYHONDTQeCBApRViv/XsGq/+tWvNvfdd9/CXsAh4FEGbFUkflZWpx5BlIZvWbwanJnHA7QRNyfQHGiA7UoErZR0tuuyyy5rbQO2vbhtUTlYzYMyw3sMaGRZsTxyKf2/9rZlDPAgm5YBklI8ntA8tgdABoPH9ohq9T1dpp/H6nsTNW6aBAI8Jj6iNR6mE+9SNG9DJBDgsSEDGd0ICaxaAgEeq5Z41BcS2BAJBHhsyEBGN0ICq5bAYPAYg1VrnaisOzocq3J+JRSaF03dE2gu3L79zeP15AZpaoSzVHs0hqrtD2+ocjlraycqo7Hjfb3qri1vrPeGyEnXQE2UefSh79wlLUPj944li9JyBoHHWKxaNFavXunF+fbbbze33HJLm3ipJA9Jaaf7gEcJl4T1chLt2bPnhGvn0raN/VwJmKVCCqhH6Bj5TWwIw76hDMaWjZZXK6eudBd9N5+uPo4xDl11lP5eBB7LZtXCx+Oee+7Z4a2JCOX40EfBXlvqDmYjhhON1a9j7969zSmnnNL6ZeDdk08+uUEyKvyhD4d1E7cxNHQn3rdvX9s+cFvgA8E4JAC7I0eOLBjBXZPSc01Hubn+eTlfvSj1mnQrt8uPDR6p/L02PotlJOsGYiewysPTjPA8v6fMTzvttEV82dQ7mtkQc6GvnLrAA+1Sr+CUi77NAphiI3te16gjx1725lIpQOSeqwaPsVm1VsBo9JlnntkwzYEKXV3LQS23nqMAD3hoMu0CPVixyHN5X236QesKbl3ayRjFe6p95BaBDkaKZAfODL1TSfM/fPhww9wyKMPmfMU7JPMp2OP9rvakwKMrZ21qYml5kFkqf6/KU5m5tlwdewVjhDLIeRPfeOONreeyMoCR3HpsOXHj2L17d3PllVeeEIcmRXLUflrwSLGRU+CRY4U/8cQT7XzRtaJzthZIJsOq5UICBR2xPJismS7amCjwtuQC8vLT6jlQkyER/TlpdHLnMojpkcU+lzqjdmkaOlApFdR+z/YysXcqh6uXSa2kPSnw4LG0T1T40ix6pZtPSs6p8YBsbL4eBWkFjzGOLaolap4dLbvk6GLBQ1nY3vFR5zrbQMYzn7fzhc+Nldh7KZpHDauWAr7++uvbLPPoOD6g6SM40E9/+tMWUM4444zmuuuuW6ijHCQcPSgsaB489tB9PHV+T4GHNUhZ7spQ8EgZgL3v7WTwkicxexqDClkVXvPMekcCfKeu9nbBpXLW2rIsKHi2KtqGoE117YCpSG3e95x3ufAL0HC8I1AtyFpNAEdKLE4F8hrwSNElUpqH9zzXA6kPulZ0rJeiebDQPjYPRbe+uWqhWr3rXe9qXn755cVExsKBfeK5555bAArAw7My64Lu0jxSeV9115+q5pECDx0vxhnBdzXHFk/7ATDZ2wQ78bo0j74xams1j1T4BT0eaVtr5OT1Fcek48ePtxsgbTzrBo9l3cgUaR4pZBqLVUshAyh+/vOfN/v371/sSKjjoYceav9/ySWXtE3RszIC8mDAICDVFrpsHiXgsWybh9cP7AgAvpzNwwMPEAfZpzFsHpbMR8OuEgT72jzwfFf6T69MPVapZoM+p2weKfBAmMUx5aQgq0ZrJWTW2DzG0DwYCY82D10rY8QHHgQeGOgxWLVEae8cnFJbVfXkhLa7FCc8LOj488YbbywMpinw4DvYYXO3LTDGvfbaaydoQFb97VKHU5bwktsk3floFMaNAT6cvMrg5Zm45NhCkE7lrNVgQhpJzM4Jzd8Loy7LYxt4u5Ez7KaY0qnvrcytYRoLZyw5ebdc9thUc9syFnioTQb/LgH/0mPMYPAorWidz5U4mOV2UaXF87lSg986+73suv/t3/6t1fYseGi9XsT5ZbdrSuWXHFmm1N4+bdlY8LAelLWIq4OvUc51d+8j8E15FnLBzcXnPve5HV2yO3Gfm5pNkY32Q+1mm9a/jQWPTRuo6E9IYGoSCPCY2ohEe0ICM5FAgMdMBiqaGRKYmgQCPKY2ItGekMBMJJAFj65rRvYx5WY9ExlEM0MCIYEKCYyieQR4VEg+XgkJzFwCxZoHco94tF91/OlyXZ65rKL5IYGQgEigF3h00YTHcHmN0QkJhATmIYFe4NFFEw7wmMegRytDAmNIoBd4dPnbB3iMMSRRRkhgHhII8JjHOEUrQwKTk0CAx+SGJBoUEpiHBEYBD6Wxx9FlHgMfrQwJDJXAKH4eQxsR74cEQgLzk0CAx/zGLFocEpiEBAI8JjEM0YiQwPwkEOAxvzGLFocEJiGBAI9JDEM0IiQwPwkMBo8xEl0z5whCB2qQXmX1lmQ+KxX/kNBwm0YC9NIf2lCCKldNbKShHjVaON5Hvh3k2bEpJkvHqOa5VCrHmrLwjp3bWk7wuJpmEHiMlehaExbpoCwDPGyy5b4TaxvAQ2WSCvTclfOkJN1AX9l3PT82eGh9pakxu9q4Sb8XgUefpE+pNIDMWoUdiikj8R0D5CIHx+uvv948++yzzZ133tnuWB54nHvuuQ2yymlgXQACAhwjWdR5553X3Hrrrc2BAwcWWeU0ETZ3RGae04Q4Cgy6q3K3RcBfpg5Amcilq/UyfywIhPjwvWeeeabNw4LfkXQolb3OTixNa6EJmHVH1O/R5lTCY32HsoM2x7amAkTXggf6ohqeB7peQqeuMWDSJvoWoR6Ohe2LN4bMGPf888+3iZk8DQJtYD4YrY/5T/Q75tfJRZDfJMDQvlSDR2nqAU3Yo9nCkPeDWc2oeSCXCj5M1WfBAwmtL7vssjb3ik06fe211y6ydOnitAmQ7r333gaZ7O0itjspkxMRZJBGkEmymfPFZj9Tmdj3mLsDWfQQhR2pAHPJnb0cNJDLNddcs0hyZZM4A6Q85rOm4UTyLNW+unbr3Djj3fvvv78FbS91ZImWZ8dKM92lxiCXIFznjk2ArmNowSF1BONiSWkeCvC1EfrnCi6TSXRt89tioWpiIeySmm1MFzt+SzF+dWDsZNacIohXQu0AGobuMjpZNeOYzUliJ5i+h3ZA64FmhbSNXTlaU1HcvKRSlEtKDhY8rDruJcjmMynwULtITmtRsPYWydAxSPXFZrzTegDe+GCOsR8EltRCLjm29E2lOVfQYLuXonnUJLq26ioW8he+8IXmtttua1VxazC14KHHAqrMNumz3WW1DE3XqCoxBcXjASaeah72OJLKiAa11k7o3ORJJUuy3+fkYHd1ZkrTo06N5qFa0dlnn73QhABCmoG9xO7RdwwARpgrH/3oR9t6U+BhF7uCro4h3w/Noz+UVYNHLgubgoceTbR5Nkmwl/Pz1FNPbX7/+98vwEM1D90RASwWPFiXXVyPP/74jmzwqHf37t3NCy+8sLgdyC0oD+Q8W4Znv7j55ptbW86uXbtOmPj2+VrNI2VbsRqYall9NQ9P+8ERYc+ePSfclnVpHgT62jGo1TwU5Kzsw+ZRBiRF4JEqKnXbgnM3DVE2STHPodixPJsHdxMa+DghARB4Fzli8Yy1eeii0QWes3mgX+yDXkFaVV0nkz22aL1d7yFtJYzFJdeYNkcv+wtVG1egMPR6Ng8PPGAnUVkPtXlYewzbarPDl9g8asZAj5VM3swE4aU2jxx4ePO95NhStuQ256lB4AExjJXoWo8NFC8GTLPFI/M5b1vsLYMuGtsm+iB4/gd8lovRU2Otmo+jCS38VuNR9ZfvPfLIIwsjMMrvUqHZhtStSu62JaV5eO3iUQpgX3PbYhNGo90WxJnnN3fF3XcM7LGUGxX7yL7kblsCPIaD2GDwGN6E1ZZQuhuutlWbV1uJvWPzer1dPdo68OCuxR1xu4Z7Nb1dl4fpanoXtVACWwkeMfwhgZDAcAkEeAyXYZQQEthKCQR4bOWwR6dDAsMlEOAxXIZRQkhgKyVQDR7WyWuZ0tOrTdSjV4SsV4ly2paUp2bf9pKbUhPguTRheN820fjb99qxpp7Sd1IOdriqpcevlmWv3EluU4p/ad2lz3V51ZaWw+csdX9KdP1lssBnCx5wCurih2BwxwCPodeOywIPLsgpTdauhWmd37gAuyj+fRd07vmuNvapy94slRJG+9Qx5Nm1g4dHydfBVgYpdxd1OtJdR7/POTuR6n7OOee09OjHHnuswS511113Nfv3729dzFPgoeWiHAAIgwyRtwJNZe/evc0pp5yycFfXduqCzFHLdSJ6/VFNCe0Ho5cyAnLjfXrPgjTHnfikk05qrrvuutaTFP1MyRvlq+aRWxhToPiPDR52cXSNBwiQSt2//PLLW8IlPrnxsNyqFE/J0jZKnOMeffTRxbjDcS+1LlAWwlYcO3asJVimAjOpc6KGkKjRmnPAVaR5lIIHKmJMC1LklXeC3+maDcYsOkMQUBdwUMuVYu8dW1LgYb0VUS7BQ5m5rB8L01L8X3rppdYVHjRzuNGDk3Lw4MHGktvQHy5wEsS8/qA8eMeS4MeyCQopOcD1mnXDSxXxQyxglu4sU6H4p8ADsuyi+HsT2TKXS8YD7u2eG3vXeGBeghsFljJoCnD7t3E8cv3T9teMB+rUuZyieugRu3R+1Gg31ZR8xKUgX4KaB5mOXYxX7zihAIHdQSn2JTYPorAuVKI4F651E+cuRcq6MjUp9A9/+MONkrtULUU/WHauzbpr2dAC9lhljzj4HdoTNCXGIdGBLp0ctUQ7L9TBEIp/anGVUPy9CV4zHjoP7DGjazwgDwQSuvjii11yo3K5cguyZjxA4cBHQwlAM7U8sZr5MTp46HlUd19876nRnooNFqlS3C0PQRutEa4s4YyLlMeAlOaRG3yN48CdDjsQFwOjnbFNWLTwRNW26I7x4osvLnYw5VHwffZHQcZTf6lG2/cgOy/aVs3kmArF3wOPUoq/N8FrxuPpp592A04p18eblza6ndU6PDZualHWjIfyv+y80KOOHmdKN5fJggcbph3GdykavT1P9jm2eHTxUs1DQxKyzZ6xlBoLnqGbey5Wh7ap9OzM+lHXK6+80p6DeXSqAY+anc6GOkjZU7TveiTwJqQHHt6YeRT/1ATvOx7WLsL50RVzhcbRs846q42ehg0Mn9KAQtr+mvHIgYeWrf1bO3ikJoE9tniah6K8WqatzUMZtBrVC6H6+oCHZ7Dqa/MgzRv9wfHMal1EeY1f4VHoLSM4FdRIbR6WScwjE8/bnLAck9LJMRWKf5fmoXYHS/FPgUff8bDHFgWP3DjiPWq+1oiO7+3Y5HbzmvHQcBC6EWvEPQDgJGweXZ0vAQ/aQ3gksNHRscPAcmwDGnsUe7SHty2wUNsPfQNUhbv99tt37No8QsEijT9vvPGGe9tib4uUSJfaabRe7Q8nCtoLu8Udd9zRGk+p9nrv2RiveNcDitxtg5VPyoqfu/Uam+Kfu23JUfx14dh+9R0Ppe7jtkXBA2V742G1MB7bv/zlL7eXAHY+ajyblB9O3/HQsfYMrrxZ0WML5/syrvOLbltqzkNTfycXCc1bdCURsabe5zm3DwsNGukll1wy525sVNu3CjysUbNPtOshHqYbNWPW1JmHHnqovVVYZRKpNXV1NtVuFXjMZlSioSGBGUggwGMGgxRNDAlMUQIBHlMclWhTSGAGEsiCx5SYkJRll9MUn8v5XZReb6bGr5ZYlWsT67JsZb0SHHs+lfIzxq43ytsMCRRpHmOTmVYhumWBB6+++hhb+/TXgofHK+pTXs2zfW6iasqPdzZDAisHD6s5WDdd1Qq80PkQu7JN9RksaOYgZXJpJI46dOjQgrUIR59apiHdj5F7RT0MdSrk4pwQ0JiIGykOlYWsbvLqJ6I3Pbl4GSl2bakfBzXNffv2tV266KKLOpNTbcYyiF7USGAQeKDCGiakXQzICwtAgEMZWbco20t0rKQsZbJiQaMMfDRbPRzH+JuXrFqF5vFT8LsNTDP02ELw0LaSRew5h3ku8nawu9ilXUmi4FauHrGaYKtmYsU7my+BQeBRy4TUiQ7PN6RfhKenMlhTyaa58LAY8FEPSC0XmofHCLWZ7muGeCzw8FjIHniUHF1S7FLLpdHn1GvSenAOtQvVyDXemZcEqsFjCBOSi+H6669vjh492tKbf/GLX7TZ4JhLVpm4FCncyZnoGOABVmsqmz2PLV4e2aELYyzw8LhAteCRY5cqiHrhEgjIXkiCsQPIzGt5RGtzEqgGj6FMSCxqnNFBib/yyisb0OURJQnuxyBHpRZojplrNY8ULyMFHqs+towJHjxCQp74kIvjjROPg6F5BDgMkUA1eJQmO041DuDw85//fBFUBWCitHMbpIXGSj22dNk8+oJHqSBXrXmU2DzQ9hy7tMvmocc8m1S8VC7x3HZJoBo8ICaNiUnDotohckxICw7eglRNIBXbk8/gdgJh4bAIaDBNgcdQpmEOPPrctuTikz755JPtkY7BlCBXHCFydZewS3MJwnnbQsYxbFFxbNkuQOjT2yLw6FOgPrtqJmRpCLja/qzjvRJj6TraFXWGBJYKHstmQqr/AoZS4xhsytAu08N0U2QU/ViPBJYKHuvpUtQaEggJrEICAR6rkHLUERLYQAkEeGzgoEaXQgKrkEA1eNibFjY2RRhLRYu2nfS4LbZMjQmK2wcbAl/LzDmElbBcURavSm+66abmu9/9bnPVVVctJaJVqj2liYRWMWGijpAAJTAYPDR/SildPid+Cx4Ajne/+907AgYzEZL93it3qDepl4t01fFMAzxiwU5RAkXgkUo3qSkD2DnNtKY5QDVqOALZIno4PkeOHFlETkeaBmW8Ir0ifDXAjKXnKd5BHbt3725d2hmFXN3ZyUj1ymMO3PPOO69B5GzkwuDfnis7gIou89pHenCmwCkX1byE5Yq6QPRD1HncIsEVvzS59xQnWrRp8yQwKnjoDgmOhuZk1WMLkw13MV6pxisFnkAGBysAB/7YVI/q72E1Gc2Ba5MVYXiRpwWu8mDvImeMd1XqAYqdGkNZrnCw0/ACyCpn2b2bNx2jR3OSwKBctZpng51mfgjrQWrBo4TxygX4hS98obntttsWLHT1lwAAIABJREFUQAFNwMu3wTakMmbZ2CF2gSMcAHLIIMYG+DX2yMLyS9zFh7Bc1QWf7dAYJnOaYNHWzZXAqJqHiskjZGlS6BLeCRc30iwCPGCoZMo90PdZ3kknnbRQ8dkGGlmt5pGi8EPLsAbLlKt5CXgMYbnieIK+8pgyhi1pc6dw9GxdEpgFeMAWgfgeyNn61FNPtaCBj+agVWp+TvNIgQdSTCKtJLgk5HQM0TzQPi+HagnLNTSPdS2HqLePBIrAwyuw6wZgTM1DI4PRBf2ll15ywYN5ZqHu28A/VrPQ/8PGACMo7CuMZgYgqbV5QGZDWK4aDAlkv7B59JnW8ewqJDA58FDGK29bAB6afBq2FgUnCIr2FzBCr7766ubhhx9u2bVYhLjBgS1Gy9Njyj/8wz80//M//7PIWWvtMzW3LWjTEJYr3tfbFnvjtIrJEXWEBHISqAaPbRHrFPw8tkXW0c95SSDAo2C8VuVhWtCUeCQkMBkJBHhMZiiiISGBeUkgwGNe4xWtDQlMRgIBHpMZimhISGBeEgjwmNd4RWtDApORwGDwsKEANU1irpcp7034Xij/ZBWSSl37at2pflmX97Hby+x6mhAL18y5T0mogVyg5rH7EOVtpgQGgQcjlythq3QxeZOX16IQNRbrqiJ3e+BRymAt7W/N9LFu8Jqms6Y8fSfAY6gE4/0i8PAo+alM6paHoSkpIW5l0oJurjs6F8sVV1yxIMIh0A/LgPcnGK8gr8HpCwmOQGLTdAJeffA2tR6v3J3JI3n00Ufbcu66665m//79Wfq7alvg0KAsBiWikxv6tXfv3uaUU05ZOJ8xtQHkQAIh/q3fa+Aj692q44D3vvjFL7ZetvCE1Y/1nEUyrWPHjrVyg4cu3d+t/GM5hAT6SKAaPCxrNlWp0uP1SOKlVdSdVRcOAQF1qKs6FuCll17aemIyVSKTQ/E5HoHwLrkwACRdYOrqjue8OCXsH93yNYkSwQPJkpiNDf1DOXSTR9/Iv0F9DFeAcsm3wb/pGo/3wbUBKVAjpZVEU7fgoe1jvUiYlQKfPhMont1eCVRT8pXVisltwxJiYSM2hi5Em99WJ6/15NSYGVbLsVoEmbMEEiZT0vdse7vAA5qIfjxODfqtbXnkkUdabQjaDD4kxiE2iAIctQ2k27Qu86wzxdwtObpY8ECZaFNO/tu7BKLntRJYiubBxUzwsAuRwKLgYQ2v6FAqS1wKPCxY6SLtCx4pm4e1cWhbcKTiQvXAA8cE/fCIolHQeJxJGT1rwAMgBRAP8KhdJvGeJ4Fq8EjZPHTBYjGnVGNrsPOyvaU0ijE0D3uM4JGm69iSYwt3aR7UiFJTURc3ji1erNQAj1jIU5FAEXikGpu6bQF9nDuoggK1i8OHDzd65qZ9wO72XOA2vkUKPLC75mwePO/D8IpjBD6wjfSxeVjQRH19bR7KEEYbeNTRo9uYNo/QPKay3DarHYPAA6Kwtg7rD2FvPwgq/B4Jnb/61a8299133+LGQs/9WPC33357G0GMO3cOPFK3LTxGgJ5vk2JzMeMZ3rbYoxZ+45W0HrHQNvyfhk0eQZgs+o033nBvW3hkScmHGhwDLVPWNKLi/6W3LR54EEA1ofZmTe3ozbIlMBg8lt3AuZafO9aV9mmZfh6lbYjnQgIpCQR4jDg3eIxjkakEWH2qrPEw7VN+PBsSqJVAgEet5OK9kMCWSyDAY8snQHQ/JFArgQCPWsnFeyGBLZfAIPAgJ4Pel11szy5Z21sUPN/3zO85m7Fee9PDVI5MM9nVvvg9JBAS+KsEqsEjldNkiHA9Byx1lCpxkNL61RFMgS2V12VI2+PdkMC2SaAIPCyr1vom/Od//mfrh/Hqq682R48ePYE5C6GqjwS8OU877bQ2iTN/g9OYpk/AAoe7d42fAwcxwGPbpnP0d5USqAIPNFBdqelw9L73vW+HQ5QmalZ2Kxy/brzxxhYs1CPUenrWskq7wIOObaeffnqDP3FsWeWUi7o2RQLVrFplsBI8SItPxfTA7yCokbaOOBQpdivo7bXcji7woD9GadSzTRns6EdIYEwJjKp50H3cS0VJklspu/U3v/nNIs6FtVdAACVRxrxji4IVsskhlgY4NXfffXf7R2NnjCnoKCsksGkSWAp4dGkeJUF5lqV5EMQIPrwx0shemzbI0Z+QwDIkUAQeXsWezUMp52NE9FqGzcPGySCRbQxX8mUMUJQZEpiqBJYGHn1jiWoyawhr2bctYNfiAx8VMGIBVF3xNqY6iNGukMA6JFANHqtobLBKVyHlqCMkUCeBSYMHNRD83SdvSZ0o4q2QQEigjwQmDx59OhPPhgRCAquTQIDH6mQdNYUENkoCAR4bNZzRmZDA6iSwseCR47Uw+VIJC3istIx9SX06BTy28eqmyPg1pfpjI7FpzV78WOubU5IQq7Y3qTaPEW6ytk3rfm9jwcPLaFcz0GOARyqBU+ngbwt4qDy8VBxdeWe8tKilMq59rmZO1dY1tfeKwMMbFC5OdAiFYGeFVyhIb8iJqvlj6Zh16qmnNocOHWp/g0s4yHLMO0uPT919GCfkmWee2eGqrovppJNOatMoKEMXKR69QVVAOeOMM9z3tF9vvfVWA7IfIrsrD8bLOaueq9bDVndE6+Gq4QE0FgnlB/kq2/iWW25p8/N2yZ1yUcoAo63jXfXytZPSS0KFZ7x+cywsS1rHgGOjWQSZG5g5fm0basADZaiGp7LV8q2jYMl88iL2Yxz27dvXFn3RRRcVUSamBgBD2jMIPJgHBRPF8lmshylyuWiS6xdffLEdaHBY8KyCD/K6KFP3mmuu2ZFmwMbjgAAARpoLF6Q7e3QpeQ9l2X5pioNUzlm0l3lmAaLoHxa9BV6duKgLwIcFzpAEzF2TYhsToCGjLrkjpQS9dJGQCqkt8U7uo+3D++z7008/3QK4HSfkl0mxpMEdYk4alQP6kAMvAhXH1S58bDq7d+9urrzyyhMWbImWZ7VJOy9SbHC2GbK0siBLfMhinNu71axajx1LELA5XBUg8JvuvorolgzH1I5g1+IdsHKVzWsXnN3xvR3FW6g2U5uyfnWiUVshe5iTnHlRUB8ABEIlyc5OZtV+VAOwMtK262LTZNpkJafkzoTecL2H5gStpcvOYzUjTmiPE4TfLr/88iRLWsFDF0bJMczTPFT7SUWvKzm6qFbqscO7ch0jzgzH3M6BuQHAkPYO0jwswQ3ahX6o6mPCMxM8Jm8KPIDoaszUScZUjpisNjWklwvX5mblIKta673nJfDm7muPOuyr8mLsIrMqsgIVtBPuzJ6xkPJTkLG7du49gIsF1NxkSZ3fve+5W+t4EKzsWPOYZQNC5VjMJelHcaTEItbk4iXgweMN3vPmk2YutGzw733ve4uNTMmVCiZDFuSc3h0VPHTSWFWzBDxSmgdVZYAGzpjPPfdce0wpMWZyEqI9HODce3ZX9DSPFAcGC/mhhx5qu37VVVc1WLyeGs2Fh+cYKS2V2BrPpLQQb7HayYe6XnnllR1Z7XITtEbzSLGkVctROSoYpkIgWPCwY8Zj8vHjx9vodZA1PqXgQZnqfCplg4fm8f/NoCLw8Cabt8iAxERtTFqeCy0opDQPPc/b6GRKtOMORm0Cf6NeGhxpD8D3qcA/Ojn1PZzhdTF452NqR5pzFkm9aV/QcAJqd+BCYX179uxZpNi0NiOVnz222Pal5K7tgNH58ccfX0R6SwGI2nTYP8gWWlLK5pECD+zSCtgqnxqbh2eUhjFW50OJzQN9z82nLpuHZ6cLm0cPnck7t+ptgd5O2F01BR7cSXn8sedaXVBciLlcr9yJsLhgLNRwg6n3bL80py53OL11wJHlhhtuWBg+aZC0RjiNxcoyNWwjNQzeVqn8CCx4BnaLO+64Y0fgIk/uAEGby9aq4Kljg3erQqDmEYQ+FlZe1uDKmyK8z0Wu/am5bdHbG3vMLLlt4TQvmU+poxZlxJzEu3btituWHvgRjxZKoHQ3LCwuHktIoPTIEgIcRwLVx5Zxqt+eUoZ4mG6PlIb1VP1phpUUb5dIIMCjRErxTEggJHCCBAI8YlKEBEICVRII8KgSW7wUEggJBHjEHAgJhASqJLCx4MHrQOtFmkr0RFf41NVhqXSHGEZL3LZL22GfSzl/1ZY39L0UaU2vibUOS7Tkdb76eAxtk30/1cbaevRKHWVMKd1HzfzYePBQV+PcoI8BHkOvZJcFHlyQU5qsXQvTSxyG8evrqVq70PFeVxv7lG0TwyvHid6xfcob+9mlgcccKfmpyadC150Azl4AEGoe+BvpGaCp7N27tznllFN25OG1zlIoV68K7WDoRNR6l0m9JxcHzmj4KP8itzBUa9Md32s3HfvgcIbPkSNHdoQv8BzY4PlKzSGVL2ds8Og7HvAi1TaSAIg+5kJQeNwjj7Zh+UK5xdt3PFDW66+/3hw7dqwNeaHOlsqF4tiCN8ZUJH02mCLNIwUeU6bkw8NS3bYtUnNAwFNhwm2ChzJXWQ48R6HFpCj5YPhqkqqpUe9LdxbL7yDIICwC5KTyUjduG3IBgGU9byETush37eo58Me7999/f/Pyyy83SkXo0iy5iPFcSSgEZQVb6kNXCAr0E/2Hiz5kZzk8JZsb2lkzHqhT5zLXKeaoDS+BOjj/+5L7NpaST7q+tXkQhV966aUdHBaPwQuwUPWVi8Gj5NvUEFOj3peCR+roZL/X/gFsNSwAgcFz2+cCrwUPpRX0yfJXMx5kcpM3ZRO0a5+tfPDb888/31x88cWu23oq5IAFwJrxeOCBB9pi0O6u6Gusr3R+aPsGaR5TpuSDqJbTPKyNQwcJrEkK3wMPcisoSExicFdUPZ0a9b50cqRsP/Z7tT3YkAsKDCmVuwY87EKgJgRqfdeuWTMeCIBEur/H4UmFoCCbOkX+w1hQa+uKr1IzHgAPysOLcUP+lB5nSufH0sBjSpT8LrXQ20k1UpTGiCjZST1j6ZSo96WTo2any4GHTjY9yqUCBfF5b/y8McNCUHZy7ujSdzysnaok9ACPGggKddZZZ7VHK2qwKUJkrs0145EDD63Lkje7ANi2s0jz8DpnO5WjlK+Dkm+jjNk+eAarvjaPFCV/itT7UvDwxhEhCLAAEKMkZfPQjUPtJHrGHmrzsLtoKqZHajHSblEaCsEeW0pDIeA9tSWQUV16VNH214yHhkKwUfK0D+pWUDo/emseJeCBZ6ZEyU/5eaCdXhj/22+/fUfAHN62kHL9xhtvuLctNorYlKj3jHSFPuduG7xzthfIOnfb4oEH48pSvfd8NWpuWyzNH+1n/bpwUhtGaSgE3kygjTZiWmq+Wy2Mx7svf/nLbYjKVNS73OJNyT31vZblGVw1yTvDVHC+j37bklOrNv23PqH1h/p5bLosV9E/jAE03UsuuWQV1W11HdXHlk2Wmo0L2seqP8TDdJNluqq+IQwkjqxTcLxaVZ/XVU+Ax7okH/WGBGYugQCPmQ9gND8ksC4JBHisS/JRb0hg5hLIgscQhqMlAo0tp1Sqgi7/jrHbEeWFBLZVAkWaRy1JaR23DwEe2zqVo9+rlsBSwQOdyTFN2dm+jEeb7AjlMNk1XG6RY6SUir9qgUd9IYFNkcAg8IAQuhiO6lWYEloXA7XLqxGOQR7Dsyup86YMYvQjJLAOCQwCjxKGY8nRJcV4tLERLJMTXoW33nprc+DAgdZtGmDRJzfrOgQedYYENkUC1eBRynAsAY8c41Fpzx6Tk5wLHlMCPDZlakY/pi6BavAoZTiWgAePP2Cy4kN+SFcMidA8pj69on2bLIFq8ChlOJbYPCDgHOOxy+YBejeTTyOhM6Nahc1jk6du9G3dEqgGDzTcMlfBVsVHGZYlty14pyT5s2Vl2rByCNKD25ZTTz21JUYFeKx7ekX9myyBIvCoFUDpkaW2/HgvJBASWJ8ElgYey/YwXZ/IouaQQEgAElgaeIR4QwIhgc2WQIDHZo9v9C4ksDQJBHgsTbRRcEhgsyUQ4LHZ4xu9CwksTQIrAQ9mWVNXcpu9KkX/9wKyDmXOeuHsUb+mm4TEu6Jdl3qz5oLb2t+87Hx9Rr8mCnZJ+akUACXvLuMZ9TaOkIPLkHB3mSsFD0ZqRrPs4HctVO3KUPCwdfNmCHk9kYN2bI5MH/BQv5ju4TvxiWWAh+fAV9O2Md8J8BhTmnVlFYFHajdMhX5HUxhEmImiX3vttQWJDWHskZgGTl34/ejRo+3/8WGCHNsdJeFZ2r0GLEawYs3Gpb+lMmTRH0WT9Ng+q2ZEbSgV1t4mx8a7J598cht2H38YUJnh7tFXlKkpK206TA9sbbJtWx7c/ZHyEPJlm71+2MBKmgwIv1177bXNLbfc0iaxRkJrhETo0kRsW5gGIidHpERgn2xKC/2eaSx1/oT2UQcAQ96qBo9col9MfCbX/dCHPtTG2sCn69iSAw9N0acu6JrcSeuCloN2ML+oZoxnPhEmXaYLPUDt3nvvbRcK6qAHq7q/e32D+zwSYrMumxxbj0RgCmuCcNUUNPK6BSabbY3u+NoeaExank1rmErSjfdYN9J0It0mFqimQuwCC52E2lYkxmLiJ6RvhExRl8rBjhtkD8AC6GkeFNSB3CdIPgUZa0KpIYsg3q2TQHWi6zPPPHNHcmOdXDZDHCdTF3hwd2FXqJVw4Xu0ezyr7vCpRYaFoL/pzo7FAjIeJjEnJyY6PpdeemkLfl5ya/6GdiEAkZeiEkClRzILCnaxa9IofY/P5dpjs5179Xr9wHve0U2nVB/wSB2d7Pdsn00gnsuDyzbFsaVuwY/5VrXmYXOboFFc7Fh43Bl10XaBR0rzsFqOpfB7dUHzgMbA7FgUGvkxJ510UgsUV1xxRfPzn/+8ueaaa1p1nDYHaCUEFEYpU8FDrdYs8Hhe25/KA5oCDwUicnIIdl/72teaG2+8sUGqQAKpl2ybQMWco7pY9dhn+8GjYiouLJ4vBY9Ukizv+1QOYAsM3hEowGNMGKgraxB4lCa2LtU8UuBhF5z+v0vzUG3AigiT8v/+7/+aF154oT2qEOhgJ0CCYgAKQAbgQa1Hy0jFIcEzfcGDWoNqHlwg+/bta7UmtBGfVHvwm9VkUtnSrSxo44HtYNeuXY2mquwDHrYNWk+X5kEZp4DBxpCJY0vdoh/rrSLw8CrLJbbG85h82NHGsnnoeb3G5oFFYW0AWJB33XVXc/HFFy8WC42nf/u3f9t87nOfa7uudWtya9UWumweqUWcsnlQ5jQw6pV1qj3esUUzn3e9Z49uaoQs1TxS8sJcwNEuZ/PwwANaLDcA5UuFzWMsCKgvpxo8uBsxITKPLJxweqyBio3d/aabblqEDCSoPPnkk4vbFmvzQB20utvbFqXd680OtAWAC6+FtR1K6UfZ3pVvSu3WWwLbJk76VHJs7/hg37G3LTRW8rYDxkNdzF57uHBxVEN5WHQKHtQK7I2GakkpLcMLzKQZ1+0U9G5VbP2pWyvVPOwxzb7D+RO3LfUgUPvmIPCorXSZ7/XxF1lWO/okx/YWnR5dltXGKDckMFQCswcP9TWBMNSXY6hw+rw/JDm21jPUw7RPm+PZkMAQCcwePIZ0Pt4NCYQE6iUQ4FEvu3gzJLDVEgjw2Orhj86HBOolsLRE1/VN8t/sc1VYUrd1mlqXrcRrq739wDMpJy9r51HbCwJSrysItMc4Ztu0XfgORm70GU563ifnvMbnc/OjdO6U1GNvguiRvIzbnqkncy/SPGoTXZcs4tJnSidAaXkej0Rdt0vLWcZzHnhoPZo5TyetTmw8n7tKXUa7bZnWKQz9gjfv3//93y8IkF19LW3nGOBRUpd1YFtHkO+hrPKSfpY8sxbw8CYVHYE8pi46AgcoMFLhqwFPS/oqoANKtAKtXl3Q1Rsz59KsDlTIfWv9IyhMTTehfiMphjF2DzBR8QErVf1h9B1+DyIY8s7go8zSZYJHro2o1/PZ0EVvJzN3TLKn4XODD3ZpaELKziUdAN/nZEhvZjrpYS5AW/zzn//cgiTB8txzz22uv/76hZxJUuTcgVMg5g7esdqC9YS2LN8Um1f7UMrrUfmV9Bv9m1oy90HggQ51JbruUkMpFDhNKUOWDFHS65XIZpmpOYYvJtvNN9/cHDx4sHnkkUcaEPo8Vb7EP8Sj4AP04JgGcEslp2ISKjrGYVIqLwbtIbMXnphdu3FK8xgyHl4b2RaPwYtFSQYyxgbA8M///M9tvhxl6FL2aBv+DZ7OnXfeeQIzloucaUPVG1gZzgB2fNi2Q4cOtU6G+MBhERwgetp6cyd1NML7FjzwHYBPWb6eZ6uOXWrH1iOIN+e7EptNMZn7IPAoSXTtCVMnP3cM7M5g4+r5V1VRTXqNf5P+jt3DnputCovfsYtjdyeHRdtVcu7G8ynV2PO+ZPvQVu1Tigym7akFj9rxsP23bfSYuKDuk1uCPuLPc8891wLpbbfd1oKDsqHRP4ZAILho/BIs0NTYk6UNwADoUmuwxzQ7J6it2NgoXQucBE72W+vxwKPk6JKa83NO5l4NHqWJrr2ByiW2psrO96jOK8hYgecYvgCXXLjAlPt3SmPyjHt28eUo5Z66T5WaRsMa8BgyHtYwZ8Ejx+CFN+xTTz3V/OM//mNrz8Duf/vtt7eaHnZ5AgXkSa2POzXe1ZgqqbFnTI+rr766+cpXvtJqLhjXnI1H+1QLHh7XphY8cnNe55Q3d6aazL0aPLzdFhNnz549Wcs5FyUnKP5Pd+yctTulhWCCdlnJUdcrr7zSag6c1FTxSdTKqbNsc63moezjFDBoHxBKIMcG9o4tQ8ajCzw8RjHVfGUg33///c273vWulpFMmj/ahShxr7/+equNcNEjhsru3btb4ymPbV0s7S7NQw3EUwMPzrdNSuZeDR52N6fd4fjx4+0ZtOvqikYiBZscU9ceW3SidL2n0cF0p+u6IrTah1cP7AHcGbrOrSC7ETyg3iulfKjNY8h4pMDD2jyUUQy7AsYQtg4cTxh9DQbJ/fv3L+xKdLcHkZFHRrSVtgvGUcmNoQaXytk81gUeJTYPHnvtBst+d82dKSZzrwYPCENvHvB/m+g6d2vByQ7jocYt9W4guFsxxgQm4R133LGIp6kDg9sWHnU8FZPWcOwAlsVLX49cu1OW8RKLuYIHQyFSVbdJvPF9zW0Lb6X6jEcOPFBOisFrCYApzcwzRuvtFhnEqbHX9ultC45HODLpbQtjrHrvoC99blu8YwvtOMrmLbltQd0lc35OydyLwCNlYOr6HpMBuwYs8PFZvwQ2bTxKDd3LlHyJsXSZ9a+z7KWCx0MPPdRev3YdYdYpgG2qe+7jYb1sbQyZVY+lBifaxjm+VPBY9WBGfSGBkMDqJBDgsTpZR00hgY2SQIDHRg1ndCYksDoJVIOHvWlhk5UxqdZz7RJvEWwZNsYo3lECmyeW2hD8Oe9E1pNzA08NUYrbMGRI18Go7fKdQX9SkdpL+6rXszZ1BcsooQ1ofakbn9I2lfS7tCw8Z9uD+UxnuWXbTFJzcSxi3WDwIBeBgtJsaLnFZ++3CRTqtFViyR4DPHj9Zlm13nVi18RZBnjYxaFu2Pxt3Yzamn7rJCYYKTW/ZpJPFTywYcI14O/+7u9ah7lTTjmldVEomeNdc67v7zVy9eooAg86+qh3ZqoBuuA03aO1RnvA4hHcbAa1rpylyqJEh6nlsD5899ZbbzXwL7nvvvuSiaqsD4O6wNMfBGWB6fjqq6+2jnFoG+rDh1G+vfeU6GV9P7oWYQqQa8DDc9tn/dgdlRviRcnns+gvk2vlcuLiORsFH+kYsIgsKRLP6lUs8+fQVZ4aLnlL8Go955xz2jzFjz322IJZDVcBz5cmJWdqHnBqA+nOasOpqPBWO2T7FMzYB7tJlfiJ9GWiM4GZTfkB+dlcz33Bh8+PDh7WjdzbJe0k8oLWWMCyrEQvZ6nVICwZSbUiq7HYRZnqh+a8JTNWHd10kLVMmytXmadebtjUgOa0uRqGs+XaKNkN4KFZ/iz7N3VssRuIzc1Ltqvm3yGLGv2m06Atn78pHwmex8xriw1Kxw3Pqxdv1xGYgAWwURBkvXjfyztjGeDKwsW79HxlWlNmI9TMgPR8To17DStXnR0tS5ks6iHBoqpz1YJVycRO2gC76LhjUSg2YpcltSli063c5pnVBMy5Y0vOrmHfS9HtrYu2lz4zlf/VHns8AIRHLDSW0kFMgccYjFp1A6d2ZMFDJ7cHHqW5fdFfK3PrFcqFb+n6+p497uTAo2SHtY5nWh4Wv8Z5oT3GhldQrRXM4a6gTCVHF7sRsswcKxecIrTXpjLNEUVLZLQ0zUOFb6nzXQ1TAWl2dIIFFqNVjy0IWDDyWLlQ6TzQUd6JAqPWyz5AnQW4YQIpcUwXVOo9nutrjHMeeAxh1KocONnQ95RLuKrxOfDwmLiMe0I7mcfHIWBovmN1Sdc5BO1Aj1eYJ9bmoUb7klCTdkxYHnZx9Fc3itR8IaBh4Y4FHjWsXI6n3egnCx6lNg+PTKSd0mAzqmnokYcBhFI7VM4O4IEHgQ/U74cffniRdS7FhM3ZDLAAc9R6HstSuWH7HFtSC6aU4YxFAYYrsvqR+ZoCNv3eqsXeLqf9sPJK/R9Bk6D5dOWu5TFD2bg5g2lXqANrZyFjmwTKdWoeaJvHRPfGnqaCSWge3kT2DKZE+cOHD7dqeMlti97W6FkW4MEoVIwL0ZWz1Kq3ELZGmrJMXJsoWa+ONTes7QfPj55Kn7J52Fy5WHi53LB9wGMIo1bP+bozEyQsDV5Bv8TmYZm4urlYmwcXCLRLz1BJ24POM3yXAg+r0vexefD4rFfFQ20euQDPXTYP9JP99pjoHitXwb1L7l2nAu/3IoNpDjwQyEY/1s8jZTDFO9bPw3IV1AptrdmpnKVQd3m0gerMHQzAouDB8myuU9R1+rVKAAAUbElEQVT54IMPnhBWQI9DqRipOvm92xa+h3CIGq8jd662ss/dttQwanUcOAHtjs5Fju9TxxYe0bzbFmUH29sWzTmsC+Syyy7bwbZOjb/VkDinOBaQNeeDgmPpbYs96gy5bUmBR8lti2rcOSZ6any65L5S8KiprO87JYakvmVu6/OQZTCcpzf6c57j1ZrHqoahRNVcVVvmXM/cGbVzln2q7cv2MF22zCYPHssWQJQfEggJ1EkgwKNObvFWSGDrJRDgsfVTIAQQEqiTQIBHndzirZDA1kugGjw8Sr5etaYo+/a6TIMQW45LiSW6i0iWGuEUb0Kf1zv+kpmSc1AqeT/1jPWa1efUnZ9UAPVRqam3xANRr0i7UkV4bbAu3N6Vfs5PqGRc+/a9pN99yvT8b5THpFe0fcoteTY1Fy3hs6Ss1DODwUOdvNQRhc5B+rtdmCRI0a1YCVSllugxwMMLpFtDW14WeHQBmnVPt85vQyZIybslnpu2HJ3EHh8Gz686JMIywQPsYaTpgI/Gf//3f7c+R9YRskTWQ59ZOXiUUvItKckjzqHzqQ7oTm/d1z0nLXUA4m6rfBJqQmS0pqjzHsnPcnS4q9vQ+HCAStHBmVO3NPk2ZNNFovK0oVrw6OJxwGmM+XXJVVHnN3h2Ipn1xz/+8XZO0xnMC0NAigGdrPbt29e+c9FFF7UESwsUdo54zll8JjWu4JV4oQS66AboMzQEjJv1NPbmAfqRax/d7L1NSl0RUu1KjRPSTKRCFdiNLCX3IWBUpHmUgoeld6fAg7sKPP9SuUlUpbM8FBW4ah52cCzrMUWd5+Djb0sHt8Biqc05Orj2X98rTb7tDWzqKEXXfnBUrrzyynZBdn08ucLzVVmi2DHpDavzQBm4emzRo4YXhsBS2pmY2h5RdPJjk/CSbWvicDtulknqcalS2hD6jDmmxE5SHzw3cPTfo+qzfXiHXK0rrrii+elPf7pIgFVyNE+NE/qcmo+6EUF+Kbl3zZHc74Mp+eqerruyZ/OwfAX7DIHEHllytPvcsYVgxsWQos5DQCk6uE1UrZM6l5g79xsJV7nk26lBS4EHd5YS5ijL9o4Oqm3g3woe2qaUzSMXhsAm09Kxs0eGkrHrQ/8vWSSeRsw2Wnasgp2ykXUjslR9rw3exlxyxLPjpCEOMM+1vR6hT0MLlMjGe2ZUzUMFaklqXQ3UgdMM7IxAlqJWexNQ6eBYoN4gWtBRgFI6uPI62Aceh2zYAAssqcTNXcm3c7LywIN94WKChoXJkct3yzq4SHH84JGJqjDVbVXJNYIXCWmqeXSFL8gBuEdxt8cmtrtkXHVz8uLjphapF2IB1H/IgeEUOF9uuumm5p577nGp+mOBBzV1jKeOE7632r0FOy+UQK2d0MprVPCwZ+/UsSWFtrrbMFKYl0xHj0cqCLvr2d0rFXcDQmHbLR08F3MjdxZVtd6GFOBk8JJvd4GsBQ+rlXHB9MkZDNCADeK5555rj20pw6HWpcBpwSMFWnbS2v97IREgD4R69JJtd4VESGlK3njoHCDA2RshtUetUvNA27gx5cYp1d61ah4pdcuCQx/Nw1sEKE/PlIxfao0/KZuHd9sDda5E8+CCtnRwe+uitGwLEDmDsaVze8m3u4BDVWLN75vSvrzwjqndFtoan9dFCao4Vdy+Ng8bhgBaHHdvGpNp80C7UiERvHHFPLF2DcoH7bXaax+bB8r5/ve/32gM3qE2j1SkuBKbhwKbjhP7q2EdaYPDbwQ7PUJ7ci+Zd9XHlhx4pCj5JVedqg6jDrVs28FWdVjP9UoFp3ETbYKayqA+XtwNSyEnusOabungemRSX5YuOrjetpQk3y6JOuUdWzy6upZlQwDY8VRggz3G0yA5zt6xhUc777YlFUAY3+PPrl27dhh30T8vJILOFbWNWa1ExxVHDS/4cZ/bllQqkZLAyCVXvyW3LXrE1OwCFlTwfy/wMoMhw6cqJfcaACk6ttQUPPSdUj+PofVsw/sAchwtPve5z21Dd2fTxxJj6ZQ7M1nwoCagQZCnLMgptw0aEj6lQZan3JdNapu6I8yxX5MGjzkKNNocEtgWCQR4bMtIRz9DAiNLIMBjZIFGcSGBbZFANXjkWLN6u6GBh/VqE84r+OiVY5fQcz4XqXf7kNW6zqB9ytL2pFyt1d+gLwks53XbJcfc73qzZJ+zQaeZuhDXmuxLyZVobftytxd95VfbhnjvrxIYDB4p1iyrsF6X9EqcGniUTPoxwMNLhFXDdFwWeOjiSC3IlJMe3+0C4WUswACPZUg1X2YReJQS41iV7hA1moeNX2F9C7wkxNbXIZdo2DJE7bWw5zdhfUgwWTWJMvpeknyZWebUTduSwtSngbs9n0E9XqJuOmQxPoqmQLDJjm2yLM+LF/XUgoc6PsHRymMKWyC2YOjJwGoenCfwodm7d2/z2muvLRJ1rX4pbV+NkwMPu5B0AtMZyUtCrM5TmjwKQ8rJq85SCojQBvRKWHdW+5zmCNUANradKbYtE1iRJQp1X+vTcrDwGOMEIJxL1J16D+72dPVHP0F0K2Hc5sCDR9bTTz+9wR89tuC9Eh8dDwiUK1PCUqU8yH9B3bYt27ekV9fjpbBqlVhVo3lo99XOoe7NWITcveBxuH///tZ+YhMoa/0pT0vPm9XjZ+SOLSXtRPwFbbfGY1CWpEceg8eogpXu1KS+p0hnaDcABIPNNpRMsZTmoTv+0aNHG09zKTm6KOCri73HgUF7lWaA/2umuBp7WIkM4pm0BCaneaCp1m2d7ujM3M7dxYKHdZWHhmJdvj2GqOeu7D2XCrBC8Xa1kwtXd132F22wgV1YLsBR2ZQ2UTfBw0subeNclGodKc3DUvGxgFEH+qbAVAIeLOtrX/taA44LtDoPCD2CIyNzcS4EeKwe5iYHHjagT25H57N33XVXg7M+Jp/dBVPagmWIpnKF6nN6BLLxOmw7u5Ivc9dFmZ5NwnqD5mwEXHAe8xTlo21I+oQPE1mXTDVP8/C0Asjexk0tAQ/KFkxRtPGWW25pb21C8ygZnfU/UwQeXjNzxLchBlMFD+7EPMvaxMhW7cVz2AV53YiE23psUWpyzuahkzdl81Dw8NrZBR4p1T/FILUalDUwpt6DoZcJw61tp2v6eeBhd3gS0Ww+2lxIBa2XGp6Cj2UgW9sGDb5kdYfNo2skl/P7WsFDI6ejexrgBSo4rOjYjY4cOdKqxPQT4W2Lsmu9GxJMLo8mbxmiXuQymzQamgABE23lrUmunVSp9T0sDB47UAeYn9bI5zFIrebB/mqibvueF4qAR4Brrrmm6QqUnLtt0eTRBw8ebAGKmk/JbQunsxq3VWvsc9uCsjAOL7zwwkJ7Wc5yiVJVAtXgsWliLPHz2LQ+L6s/JUeWZdUd5a5OAgEeIuuY9MMnXoDwcBnOpYQAj7mMVLQzJDAxCQR4TGxAojkhgblIIMBjLiMV7QwJTEwCAR4TG5BoTkhgLhIYBTxgaNS8s+i8x6ZFQOKvfOUrzZ133rnDmYt8ln/5l39pc2CknJ1QrvoZaBIh61hUMgCer0qX0bTEkzHnat23XXBew8eGLlAfl5IyaxnBJWX3fSYVgLhvOfp8zfjn6utTnhI5NWByCceHbRh7fMYuz5PVYPBAI+GngA8iWWuSJg39DqcpxvlQDgbeG4NO3WewKQgLHsu4KRjaLrQVZdA/BP8viUxvB3sVk6l08W8SeKQ8kOHLw020JA7v2OMzdnnV4JGL8szQ8ShcyWSpOB6I4q2M0q6Uh6kEywAsah6om05Lyri19HQ8p85kcDIDRwK7urJPPXdvggCcuug9StYrEiJrSgY+O0a7zj777BOygnleuJRTSVgAG05A0wh4YNeVXEl3Xpvukh6okAXGRtMhdCXGRluef/75BuQ76/5OUKXGi7lw8sknN3AAxB/r8YqNzcqIi9tLXk05MBQD8wnZRdQFHmwncxClNhOul3PPPbe5/vrrd8wnltE1n/FcKvVCKbD3ea5I80iBh6plcAOnG7RljmoEMU2kAy1FQUbZuCUJllPHlhQ9HV6iesRSd3cmIia/wtLy6Y3JTGk2F4xqLaljS0272GYMqkdy0+OLemuinbkk3Opdyg0gR5pLyQPtItvXJrbWIx6Se7NOpPPkRqNUApu42jsOp44IeJb5XmyqUzvmlEsukZPNq0sQ1E2CCw2/3X///c3LL7/cgBJheUklGi3lwJxBOldSibS9+ewlfaIW1AcYSp6tpuTT9VtVMrUXpDQPHm9o19BJqTtcSYJlDzz6JD+27FYlx+nuruBHZq+XSIoC98Cjtl2YIKlFaBdJiq1rwRzt7HJNt5MnJQ+rSaZsUlqejrm1IWk94CIRNNk35OH1QldaG5DHxM0lg6aMCIQ2eTXbb9uhmqxqO9pfdddPpbq0cWxUoylNpJ1Lj1kCBn2fGaR5qErKiinAFHho8BvwKzRlpVWPld/gZSrLgYdHT8/VZ8EqNXh2IZMDk1L9CSQEj77tIqdGd20e+7CbKweHY8DjQY6cx50ORy571PAmUUoe3hyALLyIabpTU/Ow9i6dNzbHKt7PaR6a+V05PKlk0Knk1bDV2QXraR5eZj1siuibtqUUPDTiGuWdS6Rt5zOPN6i7JPtgX7Cwz1eDh2e0y9HXbeAWLCqmgyQxLBXg1tLnNQ4qB8ku0pLEyDnNgwOxe/fulnBFKnvqtqXrFsjLq2p3M7bZyoH/t0m4c3FMbTtzBrRSAyZkbOWRezd1vu+jeegitJNXjyM2Ji41EUsOzO3OuvsTPHI2DytTAvKePXt2GLhLwUODPXlt4bGypm9DgcJ7vwg8vBdVveSZKjUwNiE0gQeGLTWE6aIpSbBcYvPg7kyDl+50OZuH7nK6M3NRQnXGxGQMkb42j9J28fzMnc/LkUrVXu0H+C6lecAeortcic0jJQ+rbuuC1iMN+wu5qZbXZfPIgYfOS9SLMdC+MLLcGDYPbw1YkOe8Pn78eGvk5c1jH5sHE3/P3uaRQyt7xlSVFJMWhsc77rhjB5Veqedq4KKQPTUwl2BZwYOLy7ttSVneAQqg919yySU7blvYHk4GtbTrjk7wQd9Tx5ah7SJ4WIOa1Vpyt1I4KtqwAAjJqLR6jk3uatmThz1KlCSA5tGj5LalD3jobYu3KdXctnRFXtONELLA8doCt9oCS29bSuSIemwoisndtixD5ZlimSU7xBTbHW2argRKjizTbX2+ZdXHlrl2uKvdukt0PRu/hwRyEujjYTpHSQZ4zHHUos0hgQlIIMBjAoMQTQgJzFECAR5zHLVoc0hgAhKoBg9rZWZflFXIm4lU4usSt9mcL0OJ/LquIWvLtz4tekfPdtlrzJL25m47St5f9zOe34e9EdA22mvw888/v/25lp1a0/+UzGsIiDX1z/WdweChia71zt769+uC8nKXpgRYu7hRXomlu7Z8fc9LVIT6rfdkySTZRPDQfqcAtYtgVjKWJfLt80yAR15aReDhEeNSgrVOWErFh7+E5lGB5mG9BMkc9NIw3HfffW28j1dffbV1wsHuRNYp/UHUp8PenKi7u1c+yiRfxJbHSQ9xeommQfZKsYXhK+AxT1EW2J7sD/qOduFDPwXvPZs5T3f7Ej8N9E39CNRVXb9H3Uh5gQ/SXygpTN/h93A+o+aQ43l4WloXeKANXf4StexflVmKdZ3aDPuA0aY9Ozp4eJyW1LFFuQvqfAUhM2kQFjN5HZa1qR6tJOpxYlqWb5/yGW9Ed0m0KZdo2u6oKgcsKo95StdpJXvpRNYybd95HIP7NOSIslKkK7TdLizL/aAjnPXGBBgApJXxal2+1T+my9U9d5Qbg52aY//a5FGUuyUykuZvk4xt2uIf2p9qVi19/vXYwqNCKgiQah6IW/DGG28sGJIpzkjJ8YBCsLuXMn5LyrepKnN2DXvcSS1OyMceX6wtKJWgOvUegy8BYEFsg8bStTOmuC0eP4NAB9DDwkI7oCWmmKo6CWvBYyx2ahcbWnPbsm/cxCz/KMW1GrroNuX90TUPb/Cs5oEd4LOf/Wxrk0C2MRpOlaFJtd0DDyW9qVqPQVEVWrkdtEHYoEEWBFLl4X2P9aj5cVNMzi7mqfZHd8HUe1zMKUD0JqfHRcJz9vsUCVHZ0ABENZjrUacGPMZkp2r7lRlrgdhj79oNMcBjwjYP8Cs0+hibaieTPbZwsVm7S07zUDGkyrfxMXLncM/QyoVo2cKpBdV1Rs8tRNqhoC3t2rWrpebnPrWahwJwqj0KYiDDeWPKtnnHljHZqbSNdLGhFTRD86jThYo0D69oz2Bqb1u6rmpRrhddSt16PZtHCjwwuQ8dOtQaU63NQyd+qnwLHlpeieahu7ESs1LMUy+gUMrmAZCwxmWEttPwifbYpeNmx4s7MbQIhBtI2Tw88LB5bofaPMZkp1Kbgq1Gr4FL2bvW4E+bT9exsG75zfutweDBWwmKoa+fhwUYyw7lxEJCZ962qJqvqj3ehZGLv6t13voacHFr+QAd3JrwaKPl2Vsi+x4XrscW1gmNf1PN17CLlnrv3bbwPauxeSq4p4mkblVyty0pzUOPd/aGBguu5rbFJheHrLT+rtsWtX2hLBt31Lu5wnEsd9tC1nWAx4lAVw0efTBzXWfHdfgG9JFLPFsugRjLclmt6smlgwd3tfPOO69N0ZC7TlxGp7s8TJdRZ5Q5rgQ2nZ06rrRWV9rSwWN1XYmaQgIhgVVKIMBjldKOukICGySBAI8NGszoSkhglRII8FiltKOukMAGSSDAY4MGM7oSElilBAI8VintqCsksEESCPDYoMGMroQEVimBAI9VSjvqCglskAQCPDZoMKMrIYFVSiDAY5XSjrpCAhskgQCPDRrM6EpIYJUSaMHjggsuePuXv/zlKuuNukICIYGZS+CCCy5o3vH222+/PfN+RPNDAiGBNUggwGMNQo8qQwKbIIEAj00YxehDSGANEvh/2yG3KAjVES8AAAAASUVORK5CYII=)

**Визуализация**

**![](data:image/png;base64,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)**

![](data:image/png;base64,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)

**Видеосопровождение**

<https://disk.yandex.ru/i/2CC9Z0l6WdC6Zw>